
NEURAL REASONING FOR QUESTION ANSWERING

Haitian Sun

April 2023

CMU-ML-23-100

Machine Learning Department

School of Computer Science

Carnegie Mellon University

Pittsburgh, PA

Thesis Committee

Ruslan Salakhutdinov, Chair

William W. Cohen

Emma Strubell

Hannaneh Hajishirzi (University of Washington)

Submitted in partial fulfillment of the requirements

for the Degree of Doctor of Philosophy

Copyright © 2023 Haitian Sun

This research was sponsored by the National Science Foundation award IIS1763562 and Office of

Naval Research award N000141812861.



Keywords: Machine Learning, Natural Language Processing, Question Answering, Language

Models, Knowledge Representation, Knowledge Bases, Neural-Symbolic Machine Learning



To my family, friends, and everyone who helped me





Abstract

Question Answering (QA) is a very challenging task in Natural Language Processing (NLP) because

it requires understanding questions, finding relevant information about the questions, and performing

various reasoning steps to predict answers. Many types of reasoning are associated with questions

people ask everyday. In this thesis, we discuss several methods for the challenging reasoning tasks

in Question Answering (QA).

Reasoning tasks commonly seen in Question Answering (QA) include single-hop and multi-hop

relation following, intersection and union, negation, and constraint verification. In the first part of

this thesis, we study these reasoning tasks with structured or semi-structure queries over symbolic

knowledge bases (KBs). We first propose a neural query language for reasoning in symbolic space,

and then discuss possibilities to extend it to an embedding space to allow better generalization.

Since symbolic KBs are commonly incomplete, we also propose a method to construct virtual KBs

(VKBs) from text that support most reasoning tasks as symbolic KBs.

Since most NLP systems are built on language models (LMs), in the next part of the thesis,

we propose methods to integrate reasoning methods into language models (LMs) to improve LMs’

ability in performing the reasoning steps for more challenging QA tasks. The integration improves

LMs’ faithfulness to factual knowledge, and also enables updating the knowledge learned by LMs

to make updated predictions without any additional training or fine-tuning. The proposed methods

apply to both symbolic KBs and virtual KBs.

The reasoning tasks discussed previously, however, mainly focus on questions which are precisely

defined, i.e. questions such that a single right answer exists. In the final part of this thesis, we

study the QA task with ambiguous questions, i.e. where important information is missing from

questions such that multiple answers are possible depending on how the question is interpreted.

We developed a new dataset for this task and show it challenges current QA systems. We propose

improved methods for the new dataset, that identify conditions which disambiguate the question

based on analysis of a document that answers the question. Finally, we consider an “open” version

of this task, where no answer document is provided.
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Chapter 1

Introduction

1.1 Motivation

Building intelligent systems to understand natural language is a long-standing goal in the natural

language processing (NLP) community. Natural language is used for communication in everyday

life and storing knowledge about the world. However, developing machine learning technologies to

understand natural language is challenging because of the diversity of languages in vocabulary and

grammar and because of the rich semantic information in natural language. Fully understanding

natural language also may require reasoning about the semantics of documents, or questions about

documents.

We focus on knowledge-intensive tasks in NLP, such as Information Retrieval (IR) and Question

Answering (QA), which requires understanding factual knowledge about the world. Knowledge-

intensive tasks test NLP systems’ ability to find relevant information from a large collection of

knowledge and make predictions accordingly. For example, answers to the query “CMU’s location”

can be found from a piece of text from Wikipedia, e.g. “Carnegie Mellon University (CMU) is

a private research university in Pittsburgh, Pennsylvania”. Some other queries may need more

than one piece of information, such as “tech companies near CMU”, which requires first finding

CMU’s location and then companies locate in the same city, filtered by a constraint of being a

“tech” company. We refer to the ability of understanding the intention of queries, locating relevant

information, and aggregating multiple pieces of information to predict answers, as “reasoning”.

Various types of reasoning procedures are involved in knowledge-intensive NLP tasks.

In this thesis, we consider a few types of reasoning that are commonly seen in Question Answering

(QA) tasks:

1. Relational Following. Relational following, e.g. “Departments at CMU”, is the most commonly

seen type of questions in QA. It starts with a topic entity x, e.g. “CMU”, and follows a relation

1



CHAPTER 1. INTRODUCTION 2

r, e.g. “has departments”, to find answers. We can write relational following questions in first-

order logic, e.g.

Y = {y | has department(CMU, y)}

where has department(·, ·) is a predicate with the relation “departments at X” and “CMU” is

the topic entity. Y is the set of answers y such that has department(CMU, y) can be verified

with the provided or retrieved information, e.g. Y = {MLD,LTI,CSD, . . . }.

2. Multi-hop Relational Following. Relational following can be chained if questions require more

than one reasoning step. For example, “Degrees granted by departments at CMU” requires

finding academic departments at CMU and then degrees granted by the departments, i.e.

Y = {y | ∃ z, has department(CMU, z) ∧ degree(z, y)}, where final answers y ∈ Y depend on

intermediate outputs z.

3. Intersection and Union. Two more common types of reasoning are intersection and union, e.g.

“cities with CMU or UPitt campuses”. To answer the question, we union the set of CMU’s

and UPitt’s locations, i.e. Y = {y | locate(CMU, y) ∨ locate(UPitt, y)}.

4. Constraints. Some questions require answers that satisfy some specified constraints, e.g. “cities

with CMU’s campuses that offer finance degrees”. We filter the set of locations by the con-

straint, i.e. Y = {y | locate(CMU, y) ∧ filter(y, “finance degrees”)}.

5. Abductive Reasoning. In abduction, the reasoning process is to derive explanations to a set

of observations according to a few pre-determined rules. The explanation is only partially

supported by the observations, and, therefore, it makes several assumptions. We consider the

abductive reasoning task in a setting of answering ambiguous questions, where information

provided in questions (sometimes paired with scenarios when questions are asked) are consid-

ered as observations. Since questions are ambiguous, i.e. important information for answering

the questions is missing, rules are only partially satisfies. Therefore, multiple answers are pos-

sible and some answers may only be correct under certain conditions. We say the combination

of plausible answers and their conditions are explanations given the provided information.

The task of answering ambiguous questions is to find a plausible set of assumptions about

the user’s intent that will resolve the ambiguity, i.e. questions will have unique answers if the

assumptions are added to questions as constraints. For example, the answer to the question

“CMU’s campuses” is “Pittrburgh” if we assume “campus” means “main campus”.
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1.2 Our Contributions

Neural-Symbolic Reasoning (Part I)

While many of reasoning process could be expressed as first-order logics and solved with an first-

order logic reasoner, first-order logics operate on symbolic knowledge bases and thus are not directly

applicable to answer natural language questions. Even though semantic parsing systems [186, 52,

139, 12, 178] have been proposed to parse natural language questions to symbolic queries, the parsing

accuracy is limited and is often restricted to a predefined set of query templates and vocabulary.

Even worse, symbolic knowledge bases are usually incomplete [101], resulting in the failure of logical

inference when the exact knowledge needed is missing. In Part I, we simulate first-order logic with

neural operations over symbolic KBs in symbolic and embedding spaces, as well as a virtual KB

constructed from a text corpora.

• Chapter 2. Since first-order logic has exponential computation complexity [56], it is not

possible for neural modules with polynomial complexity to perfectly simulate it. Instead, we

implement a subset of logic operations that are commonly seen in real question answering tasks,

including relational following, intersection and union, and constraints, and set difference. We

introduce novel way of representing a symbolic knowledge base (KB) called a sparse-matrix

reified KB (NQL). This representation enables neural KB inference modules that are fully

differentiable, faithful to the original semantics of the KB, expressive enough to model multi-

hop inferences, and scalable enough to use with realistically large KBs.

[This work has been published as “Scalable Neural Methods for Reasoning with a Symbolic

Knowledge Base” at ICLR 2020.]

• Chapter 3. Then, we propose EmQL, a query embedding technique, where KB entities and

KB queries are represented jointly in an embedding space. Just as in performing reasoning

tasks in symbolic space, our reasoning module can accurately execute the logic operations if

required facts exist in the knowledge base. We propose a novel method for EmQL to enforce

the faithfulness. More importantly, it can also infer plausible results if the required facts

do not exist by searching for similar facts in embedding space. This approach improves the

reasoning ability of models over traditional first-order logics in handling missing triples in

symbolic knowledge base.

[This work has been published as “Faithful Embeddings for Knowledge Base Queries” at NeurIPS

2020.]

• Chapter 4. While EmQL shows some generalizability to reason over incomplete KBs, KBs

are still highly incomplete due to its predefined vocabulary of entities and relations. On the

other hand, most knowledge in the real world is stored in unstructured format as free-form

text. Text does not have fixed schema and predefined vocabulary of variables and predicates,
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and thus is flexible in knowledge representation but hard to query and reason over. In this

chapter, we bridge the gap between structure and unstructured knowledge by proposing a

strategy to construct a virtual KB [45, 138, 59]. Knowledge in the virtual KB is densely

parametrized in embedding space, but is structured as variables and predicates that easily

support reasoning operations just as the parameterized symbolic KBs discussed above. Since

variables and predicates are represented in embedding space, they are not restricted to any

predefined vocabulary.

[Part of this work has been published as “Reasoning Over Virtual Knowledge Bases With Open

Predicate Relations” at ICML 2021.]

Integrating Reasoning Modules in Language Models (Part II)

Language Models (LM)[39, 92, 23, 5] are pretrained on large text corpora with self-supervision

tasks, such as masked language modeling, to learn semantic and syntactic information. A natural

way of applying pretrained Language Models for question answering is to convert questions into the

pretraining format and finetune LMs to predict the answers. It is hoped that reasoning could be

performed within the parameters of LMs, but experiments on a knowledge probing task, LAMA-

TREx [117], show that pretrained Language Models have limited performance in QA tasks. The

performance is even worse if multi-step reasoning is required. We propose to integrate reasoning

modules into language models to improve their reasoning ability to answer complex natural language

questions. The reasoning module includes an external memory that is constructed from symbolic or

virtual KBs that will be queried multiple times to find relevant information. The language model, in

turn, is responsible for question understanding as well as aggregating retrieved information to make

final predictions. This integration provides LMs with better reasoning ability and, at the same time,

improves the reasoning in understanding natural language questions.

• Chapter 5. We integrate EmQL, the embedding-based query language, into a language model

to answer natural language questions. Specifically, we consider the parameterized KB in EmQL

as an external memory and train a language model to output a query vector to perform the

reasoning task. Considering that the parameterized KB is incomplete so answers may not exist

in the KB, we mix the reasoning results into the language model to predict the final answers.

We call this model Fact Injected Language Model (FILM). More interestingly, the external

memory enables FILM to easily use new knowledge at test time to make predictions. This

nice property of FILM could significantly reduce the computation cost in re-training LMs to

capture up-to-date world knowledge.

[This work has been published as “Adaptable and Interpretable Neural Memory over Symbolic

Knowledge” at NAACL 2021.]
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• Furthermore, we replace the parameterized symbolic KB in FILM with the virtual KB con-

structed by OPQL (called OPQL-LM), with minor changes to the original FILM model.

OPQL-LM shows strong reasoning abilities in handling multi-hop questions using the virtual

KB constructed from the Wikipedia corpus as its only source of knowledge.

[Part of this work has been published as “Reasoning Over Virtual Knowledge Bases With Open

Predicate Relations” at ICML 2021.]

Answering Questions with Conditions (Part III)

Many previous question answering tasks [125, 124, 75, 177, 68] assume that the questions have unique

answers or lists of answers that are equally correct. We can model such questions with relational

following, i.e. X.follow(R), or other types of reasoning as motivated earlier in this chapter. However,

questions asked in the real world miss important information and therefore are ambiguous. For

example, the question “which is the first approved Covid vaccine” does not specify the geographical

location so there are multiple probable answers, and a probable answer, “Pfizer-BioNTech”, is only

correct under the condition “in the United States”. An important task in answering ambiguous

questions is to determine information that has been missing from the questions and identify missing

information conditions for answers.

In the logical inference domain, the reasoning task with incomplete information is sometimes

called abductive reasoning, as opposed to deductive reasoning where all information needed to make a

deterministic prediction is provided. We frame the task of abductive reasoning as answering questions

with conditions. Specifically, for ambiguous questions, we developed models to find conditions

associated with answers under which that the answers become unique and deterministic.

• Chapter 7. We start with a simple setting, where a list of candidate conditions is provided

for each question and models only need to identify whether candidate conditions have already

been satisfied, for example, “The answer is A, if two of the following conditions apply: X, Y,

Z”. This task is still challenging because conditions may interact with each under some logical

relationship, e.g. “any of the following”. To reflect this challenge, we propose a new dataset,

ConditionalQA, to benchmark the task of identifying missing conditions. ConditionalQA con-

tains questions with user scenarios which partially satisfy the required conditions and thus

need conditional answers, i.e. the answers are only applicable when certain conditions apply.

The dataset is very challenging to existing QA models. The performance of baselines models

suggests there is huge room for improvement on the ConditionalQA task.

[This work has been published as “ConditionalQA: A Complex Reading Comprehension Dataset

with Conditional Answers” at ACL 2022.]

• Chapter 8. We propose a model, T-Reasoner, to tackle one of the challenges in the Condi-

tionalQA dataset – finding missing conditions for answers constrained by multiple conditions
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which interact under some logical operations. We segment long documents into smaller pieces

and input them to T-Reasoner. T-Reasoner consists of an entailment module to check the

entailment state of the conditions and a reasoning module to perform the logical reasoning to

identify unsatisfied conditions using a Transformer-based model. T-Reasoner is one of the first

models focusing on the abductive reasoning tasks in Question Answering.

[This work has been published as “Scenario-based Question Answering with Interacting Con-

textual Properties” at ICLR 2023.]

• Chapter 9. However, the list of possible conditions of answers are rarely available for open-

domain questions. For example, possible conditions for the question “which is the first ap-

proved Covid vaccine”, which can be locations, dosage, or restrictions, etc., are not clear until

contextual information about the question has been learned. We study the problem of answer-

ing ambiguous questions in open domain without a provided list of conditions as candidates.

Models should instead predicting any text spans as conditions. To enable finding conditions in

open-domain, we build a database of hundreds of millions of probably asked questions, gener-

ated from a large text corpus. Contextual information about questions is indirectly retrieved

via the generated questions. Specifically, similar questions along with the passages where the

questions are generated from are retrieved from the database. Conditions are then obtained

through a question revision process using the retrieved passages. Conditions can either be

returned directly or revised by mixing them with other retrieved information. This proposed

method has been shown effective in the challenging question disambiguation task, achieving a

new state-of-the-art.

[This work is in submission as “Answering Ambiguous Questions with a Database of Questions,

Answers, and Revisions” to ICML 2023.]
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Chapter 2

Neural Query Language (NQL)

2.1 Overview

Many questions—e.g., what’s the most recent movie that Quentin Tarantino directed? or which

nearby restaurants have vegetarian entrees and take reservations?—are best answered by knowledge-

based question-answering (KBQA) methods, where an answer is found by accessing a KB. Within

KBQA, a common approach is neural semantic parsing—i.e., using neural methods to translate a

natural-language question into a structured query against the KB [186, 52, 139], which is subse-

quently executed with a symbolic KB query engine.

While this approach can be effective, it requires training data pairing natural-language questions

with structured queries, which is difficult to obtain. Even worse, the parsing accuracy is sometimes

low, especially if the questions are complex. Hence researchers have also considered learning semantic

parsers from denotations [12, 178], where training data consists of pairs (q, A), where q is a natural-

language question and A is the desired answer. Typically A is a set of KB entities—e.g., if q is

the first sample question above, A would be1 the singleton set containing Once Upon a Time in

Hollywood.

Learning semantic parsers from denotations is difficult because the end-to-end process to be

learned includes a non-differentiable operation—i.e., reasoning with the symbolic KB that contains

the answers. To circumvent this difficulty, prior systems have used three different approaches. Some

have used heuristic search to infer structured queries from denotations [114, 33]: this works in some

cases but often an answer could be associated with many possible structured queries, introducing

noise. Others have supplemented gradient approaches with reinforcement learning (e.g., [105]). Some

systems have also “neuralized” KB reasoning, but before the work described here only over small

KBs: this approach is natural when answers are naturally constrained to depend on a small set

of facts (e.g., a single table [186, 57]), but more generally requires coupling a learner with some

1At the time of this writing.

8



CHAPTER 2. NEURAL QUERY LANGUAGE (NQL) 9

(non-differentiable) mechanism to retrieve an appropriate small question-dependent subset of the

KB as in [150, 144].

In this chapter, we introduce a simple yet novel scheme for incorporating reasoning on a large

question-independent KB into a neural network, by representing a symbolic KB with an encoding

called a sparse-matrix reified KB. A sparse-matrix reified KB is very compact, can be distributed

across multiple GPUs if necessary, and is well-suited to modern GPU architecture. For KBs with

many relations, a reified KB can be up to four orders of magnitude faster than alternative imple-

mentations (even alternatives based on sparse-matrix representations), and in our experiments we

demonstrate scalability to a KB with over 13 million entities and nearly 44 million facts. This new

architectural component leads to radically simpler architectures for neural semantic parsing from

denotations—architectures based on a single end-to-end differentiable process, rather than cascades

of retrieval and neural processes.

2.2 Method

2.2.1 Background

KBs, entities, and relations. A KB consists of entities and relations. We use x to denote an

entity and r to denote a relation. Each entity has an integer index between 1 and NE , where NE

is the number of entities in the KB, and we write xi for the entity that has index i. A relation is

a set of entity pairs, and represents a relationship between entities: for instance, if xi represents

“Quentin Tarantino” and xj represents “Pulp Fiction” then (xi, xj) would be an member of the

relation director of. A relation r can thus be represented as a subset of {1, . . . , NE} × {1, . . . , NE}.

Finally a KB consists a set of relations and a set of entities.

Weighted sets as “k-hot” vectors. Our differentiable operations are based on weighted sets,

where each element x of weighted set X is associated with a non-negative real number. It is con-

venient to define this weight to be zero for all x ̸∈ X, while for x ∈ X, a weight less than 1 is a

confidence that the set contains x, and weights more than 1 make X a multiset. If all elements of

X have weight 1, we say X is a hard set. A weighted set X can be encoded as an entity-set vector

x ∈ RNE , where the i-th component of x is the weight of xi in X. If X is a hard entity set, then

this will be a “k-hot” vector, for k = |X|. The set of indices of x with non-zero values is called the

support of x.

Sets of relations, and relations as matrices Often we would like to reason about sets of

relations2, so we also assume every relation r in a KB is associated with an entity and hence

an integer index. We write rk for the relation with index k, and we assume that relation entities are

listed first in the index of entities, so the index k for rk is between 1 and NR, where NR is the number

of relations in the KB. We use R for a set of relations, e.g., R = {writer of, director of} might be

2This is usually called second-order reasoning.
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such a set, and use r for a vector encoding of a set. A relation r can be encoded as a relation matrix

Mr ∈ RNE×NE , where the value for Mr[i, j] is (in general) the weight of the assertion r(xi, xj) in

the KB. In the experiments of this section, all KB relations are hard sets, so Mr[i, j] ∈ {0, 1}.

Sparse vs. dense matrices for relations. Scalably representing a large KB requires careful

consideration of the implementation. One important issue is that for all but the smallest KBs, a

relation matrix must be implemented using a sparse matrix data structure, as explicitly storing all

N2
E values is impractical. For instance, consider a KB containing 10,000 movie entities and 100,000

person entities. A relationship like writer of would have only a few tens of thousands of facts (since

most movies have only one or two writers), but a dense matrix would have 1 billion values.

We thus model relations as sparse matrices. Let Nr be the number of entity pairs in the relation

r: common sparse matrix data structures require space O(Nr). One common sparse matrix data

structure is a sparse coordinate pair (COO) encoding. A COO encoding consists of a Nr × 2 matrix

Indr containing pairs of entity indices, and a parallel vector wr ∈ RNr containing the weights of

the corresponding entity pairs. In this encoding, if (i, j) is row k of Ind, then Mr[i, j] = wr[k], and

if (i, j) does not appear in Indr, then M[i, j] is zero. With a COO encoding, each KB fact requires

storing only two integers and one float.

Our implementations are based on Tensorflow [1], which offers limited support for sparse matri-

ces. In particular, driven by the limitations of GPU architecture, Tensorflow only supports matrix

multiplication between a sparse COO matrix and a dense matrix, but not between two sparse ma-

trices, or between sparse higher-rank tensors and dense tensors.

Entity types. It is often possible to easily group entities into disjoint sets by some notion of “type”:

for example, in a movie domain, all entities might be either of the type “movie”, “person”, or “movie

studio”. It is straightforward to extend the formalism above to typed sets of entities, and doing this

can lead to some useful optimizations. We use these optimizations below where appropriate: in

particular, relation-set vectors r are of dimension NR, not NE , in the sections below.

Extension to soft KBs. In this work, we assume the non-zero weights in a relation matrix Mr

are all equal to 1.0. This can be relaxed: if assertions in a KB are associated with confidences, then

this confidence can be stored in Mr. In this case, the reified KB must be extended to encode the

weight for a triple: we find it convenient to redefine Mrel to hold that weight. In particular if the

weight for the the ℓ-th triple rk(xi, xj) is wℓ, then we let

Mrel [ℓ,m] ≡

{
wℓ if m = kℓ

0 else
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2.2.2 Reasoning in a KB

The relation-set following operation

Note that relations can also be viewed as labeled edges in a knowledge graph, the vertices of which

are entities. Adopting this view, we define the r-neighbors of an entity xi to be the set of entities xj

that are connected to xi by an edge labeled r, i.e., r-neighbors(x) ≡ {xj : (xi, xj) ∈ r}. Extending

this to relation sets, we define

R-neighbors(X) ≡ {xj : ∃r ∈ R, xi ∈ X so that (xi, xj) ∈ r}

Computing the R-neighbors of an entity is a single-step reasoning operation: e.g., the answer to

the question q =“what movies were produced or directed by Quentin Tarantino” is precisely the

set R-neighbors(X) for R = {producer of, writer of} and X = {Quentin Tarantino}. “Multi-hop”

reasoning operations require nested R-neighborhoods, e.g. if R′ = {actor of} then R′-neighbors(R-

neighbors(X)) is the set of actors in movies produced or directed by Quentin Tarantino.

We would like to approximate the R-neighbors computation with differentiable operations that

can be performed on the vectors encoding the sets X and R. Let x encode a weighted set of entities

X, and let r encode a weighted set of relations. We first define MR to be a weighted mixture of the

relation matrices for all relations in R i.e.,

MR ≡ (

NR∑
k=1

r[k] ·Mrk) (2.1)

We then define the relation-set following operation for x and r as:

follow(x, r) ≡ xMR = x(

NR∑
k=1

r[k] ·Mrk) (2.2)

As we will show below, this differentiable numerical relation-set following operation can be used

as a neural component to perform certain types of logical reasoning. In particular, Eq 2.2 corresponds

closely to the logical R-neighborhood operation, as shown by the claim below.

Claim 1 The support of follow(x, r) is exactly the set of R-neighbors(X).

To better understand this claim, let z = follow(x, r). The claim states z can approximate the R

neighborhood of any hard sets R,X by setting to zero the appropriate components of x and r. It

is also clear that z[j] decreases when one decreases the weights in r of the relations that link xj to

entities in X, and likewise, z[j] decreases if one decreases the weights of the entities in X that are

linked to xj via relations in R, so there is a smooth, differentiable path to reach this approximation.

More formally, consider first a matrix Mr encoding a single binary relation r, and consider the
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Strategy Definition Batch? Space complexity # Operations
sp-dense dense sparse
matmul + or ⊙ +

naive mixing Eq 2.1-2.2 no O(NT + NE + NR) 1 0 NR

late mixing Eq 2.3 yes O(NT + bNE + bNR) NR NR 0
reified KB Eq 2.5 yes O(bNT + bNE) 3 1 0

Table 2.1: Complexity of implementations of relation-set following, where NT is the number of KB
triples, NE the number of entities, NR the number of relations, and b is batch size.

vector x′ = xMr. As weighted sets, X and r have non-negative entries, so clearly for all i,

x′[j] ̸= 0 iff ∃j : Mr[i, j] ̸= 0 ∧ x[i] ̸= 0 iff ∃xi ∈ X so that (xi, xj) ∈ r

and so if r is a one-hot vector for the set {r}, then the support of follow(x, r) is exactly the set r-

neighbors(X). Finally note that the mixture MR has the property that MR[i(e1), i(e2)] > 0 exactly

when e1 is related to e2 by some relation r ∈ R.

2.2.3 Scalable relation-set following with a reified KB

2.2.3.1 Baseline Implementations

Suppose the KB contains NR relations, NE entities, and NT triples. Typically NR < NE < NT ≪
N2

E . As noted above, we implement each Mr as a sparse COO matrix, so collectively these matrices

require space O(NT ). Each triple appears in only one relation, so MR in Eq 2.1 is also size O(NT ).

Since sparse-sparse matrix multiplication is not supported in Tensorflow we implement xMR using

dense-sparse multiplication, so x must be a dense vector of size O(NE), as is the output of relation-

set following. Thus the space complexity of follow(x, r) is O(NT + NE + NR), if implemented as

suggested by Eq 2.2. We call this the naive mixing implementation, and its complexity is summarized

in Table 2.1.

Because Tensorflow does not support general sparse tensor contractions, it is not always possible

to extend sparse-matrix computations to minibatches. Thus we also consider a variant of naive

mixing called late mixing, which mixes the output of many single-relation following steps, rather

than mixing the KB itself:

follow(x, r) =

NR∑
k=1

(r[k] · xMrk) (2.3)

Unlike naive mixing, late mixing can be extended easily to a minibatches:

follow(X,R) =

NR∑
k=1

(R[:, k] ·XMk) (2.4)

Here, X be a minibatch of b examples [x1; . . . ;xb]. The k-th column of R, is “broadcast” to element
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of the matrix XMk. This approach leads to NR matrices XMk, each of size O(bNE). However,

they need not all be stored at once, so the space complexity becomes O(bNE + bNR + NT ). An

additional cost of late mixing is that we must now sum up NR dense matrices.

2.2.3.2 A Reified Knowledge Base

While semantic parses for natural questions often use small sets of relations (often singleton ones),

in learning there is substantial uncertainty about what the members of these small sets should be.

Furthermore, realistic wide-coverage KBs have many relations—typically hundreds or thousands.

This leads to a situation where, at least during early phases of learning, it is necessary to evaluate

the result of mixing very large sets of relations. When many relations are mixed, late mixing becomes

quite expensive (as experiments below show).

An alternative is to represent each KB assertion rk(xi, xj) as a tuple (i, j, k) where i, j, k are the

indices of xi, xj , and rk. There are NT such triples, so for ℓ = 1, . . . , NT , let (iℓ, jℓ, kℓ) denote the

ℓ-th triple. We define these sparse matrices:

Msubj [ℓ,m] ≡

{
1 if m = iℓ

0 else
Mobj [ℓ,m] ≡

{
1 if m = jℓ

0 else
Mrel [ℓ,m] ≡

{
1 if m = kℓ

0 else

Conceptually, Msubj maps the index ℓ of the ℓ-th triple to its subject entity; Mobj maps ℓ to the

object entity; and Mrel maps ℓ to the relation. We can now implement the relation-set following as

below, where ⊙ is Hadamard product:

follow(x, r) = (xMT
subj ⊙ rMT

rel)Mobj (2.5)

Notice that xMT
subj are the triples with an entity in x as their subject, rMT

rel are the triples with

a relation in r, and the Hadamard product is the intersection of these. The final multiplication by

Mobj finds the object entities of the triples in the intersection. These operations naturally extend

to minibatches. The reified KB has size O(NT ), the sets of triples that are intersected have size

O(bNT ), and the final result is size O(bNE), giving a final size of O(bNT +bNE), with no dependence

on NR.

Table 2.1 summarizes the complexity of these three mathematically equivalent but computation-

ally different implementions. The analysis suggests that the reified KB is preferable if there are

many relations, which is the case for most realistic KBs3.

2.2.3.3 Distributing a Large Reified KB

The reified KB representation is quite compact, using only six integers and three floats for each

KB triple. However, since GPU memory is often limited, it is important to be able to distribute a

3The larger benchmark datasets used in this section have 200 and 616 relations respectively.
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KB across multiple GPUs. Although to our knowledge prior implementations of distributed matrix

operations (e.g., [140]) do not support sparse matrices, sparse-dense matrix multiplication can be

distributed across multiple machines. We thus implemented a distributed sparse-matrix implemen-

tation of reified KBs. We distibuted the matrices that define a reified KB “horizontally”, so that

different triple ids ℓ are stored on different GPUs. Details are provided in Section 2.2.3.4.

2.2.3.4 Distributed matrix multiplication

Matrix multiplication xM was distributed as follows: x can be split into a “horizontal stacking”

of m submatrices, which we write as [x1; . . . ;xm], and M can be similarly partitioned into m2

submatrices. We then have the result that

xM = [x1;x2; . . . ;xm]


M1,1 M1,2 . . . M1,m

...
...

...

Mm,1 Mm,2 . . . Mm,m

 =

[
(

m∑
i=1

x1Mi,1); . . . ; (

m∑
i=1

xmMi,m)

]

This can be computed without storing either X or M on a single machine, and mathematically

applies to both dense and sparse matrices. In our experiments we distributed the matrices that

define a reified KB “horizontally”, so that different triple ids ℓ are stored on different GPUs.

Specifically, we shard the “triple index” dimension NT of matrices Msubj , Mrel and Mobj in

Eq. 2.5 to perform a distributed relation-set following on the reified KB. Let Msubj ,i be the i’th

shard of matrix Msubj , and thus Msubj = [MT
subj ,1; . . . ;MT

subj ,m]T ∈ RNT×NE . Mobj and Mrel are

represented in the similar way. A distributed relation-set following is computed as a combination of

relation-set following results on all shards of the KB.

follow(x, r) = (xMT
subj ⊙ rMT

rel)Mobj

=
(

[xMT
subj ,1; . . . ;xMT

subj ,m] ⊙ [rMT
rel,1; . . . ; rMT

rel,m]
)

Mobj ,1

...

Mobj ,m

 (2.6)

=

m∑
i=1

(xMT
subj ,i ⊙ rMT

rel,i)Mobj ,i (2.7)

This method can be easily extended to a mini-batch of examples X.
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Figure 2.1: Left and middle: inference time in queries/sec on a synthetic KB as size and number
of relations is varied. Queries/sec is given as zero when GPU memory of 12Gb is exceeded. Right:
speedups of reified KBs over the baseline implementations.

2.3 Experiments

2.3.1 Scalability

2.3.1.1 Grid World

Like prior work [28, 36], we used a synthetic KB based on an n-by-n grid to study scalability of

inference. Every grid cell is an entity, related to its immediate neighbors via relations north, south,

east, and west. The entity vector x is a randomly-chosen singleton set, and the relation vector r

weights relations roughly uniformly—more specifically, each relation has weight 1+ϵ where ϵ is a

drawn uniformly at random between 0 and 0.001.4 We vary the number of relations by inventing m

new relation names and assigning existing grid edges to each new relation. The KB for an n-by-n

grid thus has O(n2) entities and O(n2) triples. We measured the time to compute the 2-hop inference

follow(follow(x, r), r) for minibatches of b = 128 one-hot vectors, and report it as queries per second

(qps) on a single GPU (e.g., qps=1280 would mean a single minibatch requires 100ms).

We also compare to a key-value memory network [100]. The key is the concatenation of a relation

and a subject entity, and the value is the object entity. We considered only the run-time for queries on

an untrained randomly-initialized network (since run-time performance on a trained network would

be the same); however, it should be noted that considerable time that might be needed to train the

key-value memory to approximate the KB. (In fact, it is not obvious under what conditions a KB

can be approximated well by the key-value memory.) We use an embedding size of 64 for entities

and relations, where there is one memory entry for every triple in the KB.

4If the relation weights do not vary from trial to trial, some versions of Tensorflow will optimize computation by
precomputing and caching the matrix MR from Eq. 2.1, which speeds up the naive method considerably. Of course,
this optimization is impossible when learning relation sets.
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2.3.1.2 Experimental Results

The results are shown Figure 2.1 (left and middle), on a log-log scale because some differences are

very large. With only four relations (the leftmost plot), late mixing is about 3x faster than the

reified KB method, and about 250x faster than the naive approach. However, for more than around

20 relations, the reified KB is faster (middle plot). As shown in the rightmost plot, the reified KB is

50x faster than late mixing with 1000 relations, and nearly 12,000x faster than the naive approach.

With this embedding size, the speed of the key-value network is similar to the reified KB for

only four relations, however it is about 7x slower for 50 relations and 10k entities. Additionally, the

space needed to store a triple is much larger in a key-value network than the reified KB, so memory

is exhausted when the KB exceeds 200,000 entities (with four relations), or when the KB exceeds

100 relations (with 10,000 entities.) The reified KB scales much better, and can handle 10x as many

entities and 20x as many relations.

2.3.2 Models using reified KBs

The reified KB is closely related to key-value memory networks, so it can be viewed as a more

efficient implementation of existing neural modules, optimized for reasoning with symbolic KBs.

However, being able to include an entire KB into a model can lead to a qualitative difference in

model complexity, since it is not necessary to build machinery to retrieve from the KB. To illustrate

this, below we present simple models for several tasks, each using the reified KB in different ways,

as appropriate to the task. We consider two families of tasks: learning semantic parsers from

denotations over a large KB, and learning to complete a KB.

2.3.2.1 KBQA for Multi-hop Questions

MetaQA [184] consists of 1.2M questions, evenly distributed into one-hop, two-hop, and three-hop

questions. (E.g, the question “who acted in a movie directed by Quentin Tarantino?” is a two-hop

question.) The accompanying KB [100] contains 43k entities and 186k triples. Past work treated

one-hop, two-hop and three-hop questions separately, and the questions are labeled with the entity

ids for the “seed entities” that begin the reasoning chains (e.g., the question above would be tagged

with the id of the entity for Quentin Tarantino).

Using a reified KB for reasoning means the neural model only needs to predict the relations used

at each stage in the reasoning process. For each step of inference we thus compute relation sets

rt using a differentiable function of the question, and then chain them together with relation-set

following steps. Letting x0 be the set of entities associated with q, the model we use is:

for t = 1, 2, 3: rt = f t(q); xt = follow(xt−1, rt)

where follow(xt−1, rt) is implemented with a reified KB as described in Eq. 2.5.



CHAPTER 2. NEURAL QUERY LANGUAGE (NQL) 17

To predict an answer on a T -hop subtask, we compute the softmax of the appropriate set xT . We

used cross entropy loss of this set against the desired answer, represented as a uniform distribution

over entities in the target set. Each function f t(q) is a different linear projection of a common

encoding for q, specifically a mean-pooling of the tokens in q encoded with a pre-trained 128-

dimensional word2vec model [98]. The full KB was loaded into a single GPU in our experiments.

It is interesting to contrast this simple model with the one proposed by [184]. The “module for

logic reasoning” they propose in previous sections is fairly complex, with a description that requires

a figure, three equations, and a page of text; furthermore, training this model requires constructing

an example-dependent subgraph for each training instance. In our model, the “logic reasoning”

(and all interaction with the KB) has been encapsulated completely in the follow(x, r) operation—

which, as we will demonstrate below, can be re-used for many other problems. Encapsulating

all KB reasoning with a single scalable differentiable neural module greatly simplifies modeling:

in particular, the problem of learning a structured KB query has been reduced to learning a few

differentiable functions of the question, one for each reasoning “hop”. The learned functions are

also interpretable: they are mixtures of relation identifiers which correspond to soft weighted sets of

relations, which in turn softly specify which KB relation should be used in each stage of the reasoning

process. Finally, optimization is simple, as the loss on predicted denotations can be back-propagated

to the relation-prediction functions.

A similar modeling strategy is used in all the other baseline models presented below.

2.3.2.2 KBQA on FreeBase

WebQuestionsSP [180] contains 4737 natural language questions, all of which are answerable using

FreeBase [14], a large open-domain KB. Each question q is again labeled with the entities x that

appear in it.

FreeBase contains two kinds of nodes: real-world entities, and compound value types (CVTs),

which represent non-binary relationships or events (e.g., a movie release event, which includes a

movie id, a date, and a place.) Real-world entity nodes can be related to each other or to a CVT

node, but CVT nodes are never directly related to each other. In this dataset, all questions can

be answered with 1- or 2-hop chains, and all 2-hop reasoning chains pass through a CVT entity;

however, unlike MetaQA, the number of hops is not known. Our model thus derives from q three

relation sets and then uniformly mixes both potential types of inferences:

rE→E = fE→E(q); rE→CVT = fE→CVT(q); rCVT→E = fCVT→E(q)

â = follow(follow(x, rE→CVT), rCVT→E) + follow(x, rE→E)

We again apply a softmax to â and use cross entropy loss, and fE→E, fE→CVT, and fCVT→E are

again linear projections of a word2vec encoding of q. We used a subset of Freebase with 43.7 million

facts and 12.9 million entities, containing all facts in Freebase within 2-hops of entities mentioned
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in any question, excluding paths through some very common entities. We split the KB across three

12-Gb GPUs, and used a fourth GPU for the rest of the model.

This dataset is a good illustration of the scalability issues associated with prior approaches

to including a KB in a model, such as key-value memory networks. A key-value network can be

trained to implement something similar to relation-set following, if it stores all the KB triples in

memory. If we assume 64-float embeddings for the 12.9M entities, the full KB of 43.7M facts would

be 67Gb in size, which is impractical. Additionally performing a softmax over the 43.7M keys

would be prohibitively expensive, as shown by the experiments of Figure 2.1. This is the reason

why in standard practice with key-value memory networks for KBs, the memory is populated with a

heuristically subset of the KB, rather than the full KB. We compare experimentally to this approach

in Table 2.2.

2.3.2.3 Knowledge Base Completion

Following [176] we treat KB completion as an inference task, analogous to KBQA: a query q is a

relation name and a head entity x, and from this we predict a set of tail entities. We assume the

answers are computed with the disjunction of multiple inference chains of varying length. Each

inference chain has a maximum length of T and we build N distinct inference chains in total, using

this model (where x0
i = x for every chain i):

for i = 1, . . . , N and t = 1, . . . , T : rti = f t
i (q); xt

i = follow(xt−1
i , rti) + xt−1

i

The final output is a softmax of the mix of all the xT
i ’s: i.e., we let â = softmax(

∑
i∈{1...N} x

T
i ).

The update xt+1
i = follow(xt

i, r
t
i) + xt

i gives the model access to outputs of all chains of length less

than t. The encoding of q is based on a lookup table, and each f t
i is a learned linear transformation

of q’s embedding.5

2.3.2.4 An Encoder-Decoder Architecture for Varying Inferential Structures

To explore performance on more complex reasoning tasks, we generated simple artificial natural-

language sentences describing longer chains of relationships on a 10-by-10 grid. For this task we used

an encoder-decoder model which emits chains of relation-set following operations. The question is

encoded with the final hidden state of an LSTM, written here h0. We then generate a reasoning

chain of length up to T using a decoder LSTM. At iteration t, the decoder emits a scalar probability

of “stopping”, pt, and a distribution over relations to follow rt, and then, as we did for the KBQA

tasks, sets xt = follow(xt−1, rt). Finally the decoder updates its hidden state to ht using an LSTM

5In the experiments we tune the hyperparameters T ∈ {1, . . . , 6} and N ∈ {1, 2, 3} on a dev set.
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cell that “reads” the “input” rt−1. For each step t, the model thus contains the steps

pt = fp(ht−1); rt = fr(ht−1); xt = follow(xt−1, rt); ht = LSTM(ht−1, rt−1)

The final predicted location is a mixture of all the xt’s weighted by the probability of stopping pt

at iteration t, i.e., â = softmax(
∑T

t=1 x
t · pt

∏
t′<t(1 − pt

′
)). The function fr is a softmax over a

linear projection, and fp is a logistic function. In the experiments, we trained on 360,000 sentences

requiring between 1 and T hops and tested on an additional 12,000 sentences.

2.3.2.5 Experimental Results

We next consider the performance of these models relative to strong baselines for each task. We

emphasize our goal here is not to challenge the current state of the art on any particular benchmark,

and clearly there are many ways the models of this work could be improved. (For instance, our ques-

tion encodings are based on word2vec, rather than contextual encodings [40], and likewise relations

are predicted with simple linear classifiers, rather than, say, attention queries over some semantically

meaningful space, such as might be produced with language models or KB embedding approaches

[15]). Rather, our contribution is to present a generally useful scheme for including symbolic KB

reasoning into a model, and we have thus focused on describing simple, easily understood models

that do this for several tasks. However, it is important to confirm experimentally that the reified

KB models “work”—e.g., that they are amenable to use of standard optimizers, etc.

Performance (using Hits@1) of our models on the KBQA tasks is shown in Table 2.2. For the

non-synthetic tasks we also compare to a Key-Value Memory Network (KV-Mem) baseline [100].

For the smaller MetaQA dataset, KV-Mem is initialized with all facts within 3 hops of the query

entities, and for WebQuestionsSP it is initialized by a random-walk process seeded by the query

entities (see [150, 184] for details). ReifKB consistently outperforms the baseline, dramatically so

for longer reasoning chains. The synthetic grid task shows that there is very little degradation as

chain length increases, with Hits@1 for 10 hops still 89.7%. It also illustrates the ability to predict

entities in a KB, as well as relations.

We also compare these results to two much more complex architectures that perform end-to-end

question answering in the same setting used here: VRN [184], GRAFT-Net [150], and PullNet [144].

All three systems build question-dependent subgraphs of the KB, and then use graph CNN-like

methods [73] to “reason” with these graphs. Although not superior, ReifKB model is competitive

with these approaches, especially on the most difficult 3-hop setting.

A small extension to this model is to mask the seed entities out of the answers. This model

(given as ReifKB + mask) has better performance than GRAFT-Net on 2-hop and 3-hop questions.

For KB completion, we evaluated the model on the NELL-995 dataset [174] which is paired with

a KB with 154k facts, 75k entities, and 200 relations. On the left of Table 2.3 we compare our model
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ReifKB ReifKB KV-Mem VRN GRAFT- PullNet
(ours) + mask (baseline) Net

WebQSP 52.7 — 46.7 — 67.8 68.1
MetaQA
1-hop 96.2 — 95.8 97.5 97.0 97.0
2-hop 81.1 95.4 25.1 89.9 94.8 99.9
3-hop 72.3 79.7 10.1 62.5 77.2 91.4

Grid
5-hop 98.4 — — — — –
10-hop 89.7 — — — — –

Table 2.2: Hits@1 on the KBQA datasets. Results for KV-Mem and VRN on MetaQA are from
[184]; results for GRAFT-Net, PullNet and KV-Mem on WebQSP are from [150] and [144].

with three popular embedding approaches (results are from [31]). The reified KB model outperforms

DistMult [175], is slightly worse than ConvE [38], and is comparable to ComplEx [156].

The competitive performance of the ReifKB model is perhaps surprising, since it has many fewer

parameters than the baseline models—only one float and two integers per KB triple, plus a small

number of parameters to define the f t
i functions for each relation. The ability to use fewer parameters

is directly related to the fact that our model directly uses inference on the existing symbolic KB in

its model, rather than having to learn embeddings that approximate this inference. Or course, since

the KB is incomplete, some learning is still required, but learning is quite different: the system learns

logical inference chains in the incomplete KB that approximate a target relation. In this setting for

KBC, the ability to perform logical inference “out of the box” appears to be very advantageous.

Another relative disadvantage of KB embedding methods is that KB embeddings are generally

transductive—they only make predictions for entities seen in training. As a non-transductive base-

line, we also compared to the MINERVA model, which uses reinforcement learning (RL) methods

to learn how to traverse a KB to find a desired answer. Although RL methods are less suitable

as “neural modules”, MINERVA is arguably a plausible competitor to end-to-end learning with a

reified KB.

MINERVA slightly outperforms our simple KB completion model on the NELL-995 task. How-

ever, unlike our model, MINERVA is trained to find a single answer, rather than trained to infer a

NELL-995
H@1 H@10

ReifKB (Ours) 64.1 82.4

DistMult* 61.0 79.5
ComplEx* 61.2 82.7

ConvE* 67.2 86.4

ReifKB (Ours) MINERVA

NELL-995 64.1 66.3
Grid with seed entity
10-hop NSEW 98.9 99.3
10-hop NSEW-VH 73.6 34.4

MetaQA 3-hop 72.3 41.7

Table 2.3: Left: Hits@1 and Hits@10 for KB completion on NELL 995. Starred KB completion
methods are transductive, and do not generalize to entities not seen in training. Right: Comparison
to MINERVA on several tasks for Hits@1.
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NELL-995 MetaQA-3hop WebQuestionsSP

# Facts 154,213 196,453 43,724,175
# Entities 75,492 43,230 12,942,798
# Relations 200 9 616

Time (seconds) 44.3 72.6 1820

Table 2.4: Left, time to run 10K examples for KBs of different size. Right, time for 10k examples
vs Hits@1 performance for ReifKB compared to three baselines on MetaQA-3hop questions.

set of answers. To explore this difference, we compared to MINERVA on the grid task under two

conditions: (1) the KB relations are the grid directions north, south, east and west, so the output

of the target chain is always a single grid location, and (2) the KB relations also include a “vertical

move” (north or south) and a “horizontal move” (east or west), so the result of the target chain can

be a set of locations. As expected MINERVA’s performance drops dramatically in the second case,

from 99.3% Hits@1 to 34.4 %, while our model’s performance is more robust. MetaQA answers

can also be sets, so we also modified MetaQA so that MINERVA could be used (by making the

non-entity part of the sentence the “relation” input and the seed entity the “start node” input) and

noted a similarly poor performance for MINERVA. These results are shown on the right of Table 2.3.

In Tables 2.4 we compare the training time of our model with minibatch size of 10 on NELL-

995, MetaQA, and WebQuestionsSP. With over 40 million facts and nearly 13 million entities from

Freebase, it takes less than 10 minutes to run one epoch over WebQuestionsSP (with 3097 training

examples) on four P100 GPUs. In the accompanying plot, we also summarize the tradeoffs between

accuracy and training time for our model and three baselines on the MetaQA 3-hop task. (Here

ideal performance is toward the upper left of the plot). The state-of-the-art PullNet [144] system,

which uses a learned method to incrementally retrieve from the KB, is about 15 times slower than

the reified KB system. GRAFT-Net is only slightly less accurate, but also only slightly faster:

recall that GRAFT-Net uses a heuristically selected subset (of up to 500 triples) from the KB for

each query, while our system uses the full KB. Here the full KB is about 400 times as large as the

question-specific subset used by GRAFT-Net. A key-value memory baseline including the full KB

is nearly three times as slow as our system, while also performing quite poorly.

2.4 Related Work

TensorLog [28], a probabilistic logic which also can be compiled to Tensorflow, and hence is another

differentiable approach to neuralizing a KB. TensorLog is also based on sparse matrices, but does

not support relation sets, making it unnatural to express the models shown in this chapter, and does

not use the more efficient reified KB representation. The differentiable theorem prover (DTP) is

another differentiable logic [133], but DPT appears to be much less scalable: it has not been applied
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to KBs larger than a few thousand triples. The Neural ILP system [176] uses approaches related

to late mixing together with an LSTM controller to perform KB completion and some simple QA

tasks, but it is a monolithic architecture focused on rule-learning, while in contrast we propose a

re-usable neural component, which can be used in as a component in many different architectures,

and a scalable implementation of this. It has also been reported that neural ILP does not scale to

the size of the NELL995 task [31].

The goals of this chapter are related to KB embedding methods, but distinct. In KB embedding,

models are generally fully differentiable, but it is not considered necessary (or even desirable) to

accurately match the behavior of inference in the original KB. Being able to construct a learned

approximation of a symbolic KB is undeniably useful in some contexts, but embedded KBs also have

many disadvantages. In particular, they are much larger than a reified KB, with many more learned

parameters—typically a long dense vector for every KB entity. Embedded models are typically

evaluated by their ability to score a single triple accurately, and many models are not capable of

executing multi-step KB inferences efficiently; further, models that do allow multi-step inference

are known to produce cascaded errors on long reasoning chains [60, 61]. In contrast we focus on

accurate models of reasoning in a symbolic KB, which requires consideration of novel scalability

issues associated with sparse matrice representations.

Mathematically, our definition of relation-set following is much like the bilinear model for path

following from [60]; however, we generalize this to path queries that include weighted sets of relations,

allowing the relations in paths to be learned. Similar differences apply to the work of [61], which

extends the work of [60] to include intersection operations. The vector representation used here for

weighted sets in a reified KB makes intersection trivial to implement, as intersection corresponds to

Hadamard product. Conveniently set union also corresponds to vector sum, and the complement of

X is 1 − x, which is perhaps why only a single additional neural operation is needed to support the

KB reasoning tasks needed for the five benchmark tasks considered here.

Neural architectures like memory networks [171], or other architectures that use attention over

some data structure approximating assertions [6, 57] can be used to build soft versions of relation-set

following: however, they also do not scale well to large KBs, so they are typically used either with a

non-differentiable ad hoc retrieval mechanism, or else in cases where a small amount of information

is relevant to a question [170, 186]. Similarly graph CNNs [73] also can be used for reasoning, and

often do use sparse matrix multiplication, but again existing implementations have not been scaled

to tens of millions of triples/edges or millions of entities/graph nodes. Additionally, while graph

CNNs have been used for reasoning tasks, the formal connection between them and logical reasoning

remains unclear, whereas there is a precise connection between relation-set following and inference.

Reinforcement learning (RL) methods have been used to learn mappings from natural-language

questions to non-differentiable logical representations [85, 87] and have also been applied to KB

completion tasks [31, 174]. Above we compared experimentally to MINERVA, one such method;
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however, the gradient-based approaches enabled by our methods are generally preferred as being

easier to implement and tune on new problems, and easier to combine in a modular way with other

architectural elements.

2.5 Discussion

We introduced here a novel way of representing a symbolic knowledge base (KB) called a sparse-

matrix reified KB. This representation enables neural modules that are fully differentiable, faithful

to the original semantics of the KB, expressive enough to model multi-hop inferences and set in-

tersection and union, and scalable enough to use with realistically large KBs. In a reified KB, all

KB relations are represented with three sparse matrices, which can be distributed across multi-

ple GPUs, and symbolic reasoning on realistic KBs with many relations is much faster than with

naive implementations—more than four orders of magnitude faster on synthetic-data experiments

compared to naive sparse-matrix implementations.

This new architectural component leads to radically simpler architectures for neural semantic

parsing from denotations and KB completion—in particular, they make it possible to learn neural

KBQA models in a completely end-to-end way, mapping from text to KB entity sets, for KBs with

tens of millions of triples and entities and hundreds of relations.

The proposed method, however, is restricted to triples provided in KBs. It is not possible to gen-

eralize to triples that are not provided but still plausible. In the next chapter, we will discuss another

query language, EmQL, which performs reasoning in embedding space and shows generalizability to

plausible triples beyond provided ones.



Chapter 3

Embedding Query Language

(EmQL)

3.1 Overview

NQL performs logical inference in the symbolic space by compiling KBs into sparse matrices and

run the inference tasks with vector and matrix operations that enables to find deductively entailed

answers to queries. KBs, however, are in practice incomplete and over-specified, failing to answer

queries for real world questions. Query embedding (QE) methods extend logical queries to incomplete

KBs by representing KB entities and KB queries in a joint embedding space, supporting relaxation

and generalization in KB inference [60, 61, 165, 128]. Figure 3.1 summarizes the relationship between

traditional KB embedding (KBE), query embedding (QE), and logical inference. Traditional logical

inference enables a system to find deductively entailed answers to queries; KBE approaches allow a

system to generalize from explicitly-stored KB tuples to similar tuples; and QE methods combine

both of these ideas, providing a soft form of logical entailment that generalizes.

KB embedding (KBE) methods generalize from
known KG facts to plausible ones, and logical
inference computes answers to compositional
queries that are entailed by known facts. Query
embedding (QE) combines both of these tools for
extending a set of known facts, by finding answers
to a query that are plausibly entailed by known
facts.

Figure 3.1: Overview of differences between KBE and QE. Shaded area indicates the kinds of test
cases used in prior studies of QE.

24
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We say that a QE system is logically faithful if it behaves similarly to a traditional logical inference

system with respect to entailed answers. However, experiments illustrating that QE systems are

often not faithful: in particular, they performs quite poorly in finding logically-entailed answers.

We conjecture this is because models that generalize well do not have the capacity to model all the

information in a large KB accurately, unless embeddings are impractically large. We thus propose

two novel methods for improving faithfulness while preserving the ability to generalize. First, we

implement some logical operations using neural retrieval over a KB of embedded triples, rather

than with geometric operations in embedding space, thus adding a non-parametric component to

QE. Second, we employ a randomized data structure called a count-min sketch to propagate scores

of logically-entailed answers. We show that this combination leads to a QE method, called EmQL

(Embedding Query Language) which is differentiable, compact, scalable, and (with high probability)

faithful. Furthermore, strategically removing the sketch in parts of the QE system allows it to

generalize very effectively.

3.2 Method

The query language EmQL operates on weighted sets of entities. Let U be the set of all entities in

a KB. A weighted set X ⊆ U is canonically encoded as a k-hot vector vX ∈ IRN , where N = |U |
and vX [i] holds the non-negative real weight of element i in X. However the k-hot encoding is very

inefficient if N is large, which we address later. EmQL relies on a learned embedding ei ∈ IRd for

each entity i, which together form the matrix E ∈ IRd×N of entity embeddings. A weighted set X

will be represented by a pair consisting of (1) a dense vector derived from its entity embeddings

{ei}, i ∈ X, plus (2) an efficient sparse representation of the weights vX [i].

In addition to (weighted) set intersection, union, and difference, which are common to many

KBE models, EmQL implements two operators for relational reasoning: relation following and

relational filtering. EmQL also supports a limited form of set difference. In this section, we will

start by discussing how to encode and decode sets with EmQL representations, and then discuss the

operators in EmQL for relational reasoning.

3.2.1 Background on Count-min Sketches

3.2.1.1 Definitions

Count-min sketches [29] are a widely used randomized data structure. We include this discussion

for completeness, and our analysis largely follows [30].

A count-min sketch, as used here, is an approximation of a vector representation of a weighted

set. Assume a universe U which is a set of integer “object ids” from {1, . . . , N}. A set A ⊆ U can

be encoded as a vector vA ∈ IRn such that vA[i] = 0 if i ̸∈ S, and otherwise vA[i] is a real-numbered
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weight for entity i in set S. The purpose of the count-min sketch is to approximate vA with limited

storage.

Let h be a hash function mapping {1, . . . , N} to a smaller range of integers {1, . . . , NW }, where

NW ≪ N . The primitive sketch of vA under h, written sh(vA), is a vector such that

sh(vA)[j] =
∑

i:h(i)=j

vA[i]

Algorithmically, this vector could be formed by starting with an all-zero’s vector of length NW , then

looping over every pair (i, wi) where wi = vA[i] and incrementing each sh[j] by wi. A primitive

sketch sh contains some information about vA: to look up the value vA[i], we could look up sh[h(i)],

and this will have the correct value if no other set element i′ hashed to the same location. We can

improve this by using multiple hash functions.

Specifically, let H = {h1, . . . , hND
} be a list of ND hash functions mapping {1, . . . , N} to the

smaller range of integers {1, . . . , NW }. The count-min sketch SH(vA) for a vA under H is a matrix

such that each row j is the primitive sketch of vA under hj . This sketch is an NW × ND matrix:

NW is called the sketch width and ND is called the sketch depth.

Let S be the count-min sketch for A. To “look up” (approximately recover) the value of vA[i],

we compute this quantity

CM(i,S) ≡
ND

min
j=1

S[j, hj(i)]

In other words, we look up the hashed value associated with i in each of the ND primitive sketches,

and take the minimum value.

3.2.1.2 Linearity and implementation nodes

Count-min sketches also have a useful “linearity” property, inherited from primitive sketches. It is

easy to show that for any two sets A and B represented by vectors vA and vB

SH(vA + vB) = SH(vA) + SH(vB)

SH(vA ⊙ vB) = SH(vA) ⊙ SH(vB)

Here, as elsewhere in this section, ⊙ is Hadamard product.

In general, although it is mathematically convenient to define the behavior of sketches in reference

to k-hot vectors, it is not necessary to construct a vector vA to construct a sketch: all that is needed

is the non-zero weights of the elements of A. Alternatively, if one precomputes and stores the

sketch for each singleton set, it is possible to create sketches for an arbitrary set by gathering and

sum-pooling the sketches for each element.
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3.2.1.3 Probabilistic bounds on accuracy

We assume the hash functions are random mappings from {1, . . . , N} to {1, . . . , NW }. More precisely,

we assume that for all i ∈ {1, . . . , N}, and all j ∈ {1, . . . , NW }, Pr(hi(x) = a) = 1
NW

. We will also

assume that the ND hash functions are are all drawn independently at random. More precisely,

for all i ̸= i′, i, i′ ∈ {1, . . . , N}, all j, j′ ∈ {1, . . . , ND} and all k, k′ ∈ {1, . . . , NW }, Pr(hj(i) =

k ∧ hj′(i
′) = k′) = 1

N2
W

.

Under this assumption, the probability of errors can be easily bounded. Suppose the sketch

width is at least twice the cardinality of A, i.e., |A| < m and NW > 2m. Then one can show for all

primitive sketches j:

Pr(S[j, hj(i)] ̸= vA[i]) ≤ 1

2

From this one can show that the probability of any error in a count-min sketch decreases expo-

nentially in sketch depth. (This result is a slight variant of one in [30].)

Theorem 1 Assuming hash functions are random and independent as defined above, then if S is a

count-min sketch for A of depth ND, and NW > 2|A|, then

Pr(CM(S, i) ̸= vA[i]) ≤ 1

2ND

This bound applies to a single CM operation. However, by using a union bound it is easy to

assess the probability of making an error in any of a series of CM operations. In particular, we

consider the case that there is some set of candidates C including all entities in A, i.e., A ⊆ C ⊆ U ,

and consider recovering the set A by performing a CM lookup for every i′ ∈ C. Specifically, we say

that A can be recovered from S using C if A ⊆ C and

∀i′ ∈ C,CM(i′,S) = vA[i′]

Note that this implies the sketch must correctly score every i′ ∈ C −A as zero. Applying the union

bound to Theorem 1 leads to this result.

Theorem 2 Let S be a count-min sketch for A of depth ND and with NW > 2|A|, and let C ⊇ A.

If ND > log2
|C|
δ then with probability at least 1-δ, A can be recovered from S using C.

Many other bounds are known for count-min sketches: perhaps the best-known result is that for

NW > 2
ϵ and ND > log 1

δ , the probability that CM(i,S) > vA[i] + ϵ is no more than δ [29]. Because

there are many reasonable formal bounds that might or might not apply in an experimental setting,

typically the sketch shape is treated as a hyperparameter to be optimized in experimental settings.
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3.2.2 Representing Sets

We would like to represent entity sets with a scheme that supports generalization, but also allows

for precisely encoding weights of sets that are defined by compositional logic-like operations. Our

representation will assume that sets are of limited cardinality, and contain “similar” entities (as

defined below).

We represent a set X with the pair (aX ,bX), aX =
∑

i vX [i] ei, bX = SH(vX) where aX is

the weighted centroid of elements of X that identifies the general region containing elements of X,

and bX is an optional count-min sketch [29], which encodes additional information on the weights

of elements of X.

To reconstruct a set from this encoding, we first take the k elements with highest dot product

aTXei, where k is a fixed hyperparameter. This is done efficiently with a maximum inner product

search [108] (MIPS), which we write TOPk(aX ,E).1 These top k elements are then filtered by the

count-min sketch, resulting in a sparse (no more than k non-zeros) decoding of the set representation

v̂X [i] =

{
CM(i,bX) · softmax(aTX ei) if i ∈ TOPk(aX ,E)

0 else

The two pairs of the centroid-sketch representation are complementary. The region around a

centroid will usually contain entities with many similar properties, for example “US mid-size cities,”

or “Ph.D. students in NLP”: conceptually, it can be viewed as defining a soft type for the entities

in X. However, simple geometric representations like centroids are not expressive enough to encode

arbitrary sets X, like “Ph.D. students presenting papers in session z”. Count-min sketches do allow

arbitrary weights to be stored, but may return incorrect values (with low probability) when queries.

However, in this scheme the sketch is only queried for k candidates close to the centroid, so it is

possible to obtain very low error probabilities with small sketches (discussed later).

The centroid-sketch representation does assume that all elements of the same set are similar

in the sense that they all have the same “soft type”—i.e., are all in a sphere around a specific

centroid. It also assumes that sets are of size no more than k. (Note the radius of the sphere is not

learned—instead k is simply a hyperparameter.)

3.2.3 Faithfulness

Below we define compositional operations (like union, intersection, etc) on centroid-sketch set rep-

resentations. A representation produced this way is associated with a particular logical definition of

a set X (e.g., X = Z1 ∪ Z2), and we say that the representation is faithful to that definition to the

1While aX could be based on other geometric representations for sets, we use MIPS queries because obtaining
candidates this way can be very efficient [108].
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extent that it yields the appropriate elements when decoded (which can be measured experimen-

tally).

Experimentally sketches improve the faithfulness of EmQL. However, the sketch part of a set

representation is optional—specifically it can be replaced with a vacuous sketch that returns a weight

of 1.0 whenever it is queried.2 Removing sketches is useful when one is focusing on generalization.

3.2.4 Intersection and union

Set interesection and union of sets A and B will be denoted as (aA∩B ,bA∩B) and (aA∪B ,bA∪B),

respectively. Both operations assume that the soft types of A and B are similar, so we can define

the new centroids as

aA∩B = aA∪B =
1

2
(aA + aB)

To combine the sketches, we exploit the property that if bA and bB are sketches for A and B

respectively, then a sketch for A ∪B is bA + bB , and the sketch for A ∩B is bA ⊙ bB (where ⊙ is

Hadamard product). Hence

bA∩B = bA ⊙ bB bA∪B = bA + bB

3.2.5 Relational following

As noted above, relation following takes a set of entities X and a set of relations R and computes

the set of entities related to something in X via some relation in R:

X.follow(R) ≡ {y | ∃r ∈ R, x ∈ X : r(x, y)}

where “r(x, y)” indicates that this triple is in the KB. For example, to look up the headquarters

of the Apple company one might compute Y = X.follow(R) where X and R are singleton sets

containing “Apple Inc” and “headquarters of ” respectively, and result set Y = {Cupertino}.

Relation following is implemented using an embedding matrix K for KB triples that parallels the

element embedding matrix E: for every triple t = r(x, y) in the KB, K contains a row rt = [er; ex; ey]

concatenating the embeddings for r, x, and y. To compute Y = X.follow(R) first we create a query

qR,X = [λ · aR;aX ;0] by concatenating the centroids for R and X and padding it to the same

dimension as the triple embeddings (and λ is a hyper-parameter scaling the weight of the relation).

Next using the query qR,X , we perform a MIPS search against all triples in KB K to get the top

k triples matching this query, and these triples are re-scored with the sketches of X and R. Let

rt =
[
eri ; exj

; eyℓ

]
be the representation of retrieved triple t = ri(xj , yℓ). Its score is

s(rt) = CM(i,bR) · CM(j,bX) · softmax(qT
R,X rt)

2For count-min sketches, if bI is an all-ones matrix of the correct size, then ∀i CM(i,bI) = 1.
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We can then project out the objects from the top k triples as a sparse k-hot vector:

v̂Y (ℓ) =
∑

rt∈TOPk(qR,X ,K),t= ( ,yℓ)

s(rt)

Finally v̂Y is converted to a set representation (aY ,bY ), which represents the output of the operation,

Y = X.follow(R). The triple store used for implementing follow is thus a kind of key-value memory

network [100], augmented with a sparse-dense filter in the form of a count-min sketch.

3.2.6 Relational filtering

Relational filtering, similar to an existential restriction in description logics, removes from X those

entities that are not related to something in set Y via some relation in R:

X.filter(R, Y ) ≡ {x ∈ X|∃r ∈ R, y ∈ Y : r(x, y)}

For example, X.filter(R, Y ) would filter out the companies in X whose headquarters are not in

Cupertino, if R and Y are as in the previous example. Relational filtering is implemented similarly

to follow. For X.filter(R, Y ), the query must also be aware of the objects of the triples, since they

should be in the set Y . The query vector is thus qR,X,Y = [λ · aR;aX ;aY ]. Again, we perform a

retrieval using query qR,X,Y , but we filter with subject, relation, and object sketches bR, bX , bY ,

so the score of an encoded triple rt is

s(rt) = CM(i,bR) · CM(j,bX) · CM(ℓ,bY ) · softmax(qT
R,X,Y rt)

The same aggregation strategy is used as for the follow operation, except that scores are aggregated

over the subject entities instead of objects.

3.2.7 Set difference

Another operation we use is set difference: e.g. “movie directors but not writers” requires one to

compute a set difference Adirectors − Bwriters. In computing a set difference, the soft-type of the

output A−B is the same as that of A, and we exclude the necessary elements from the count-min

sketch to produce (aA−B ,bA−B), where

aA−B = aA

bA−B = bA ⊙ (b ̸= 0)

This is exact when B is unweighted (the case we consider here), but only approximates set difference

for general weighted sets.
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3.2.8 Size and density of sketches

Although the centroid-based geometric constraints are not especially expressive, we note that EmQL’s

sparse-dense representation can still express sets accurately, as long as the k-nearest neighbor re-

trieval has good recall. Concretely, consider a set A with |A| = m and sparse-dense representation

(aA,bA). Suppose that k = cm ensures that all m elements of A are retrieved as k-nearest neighbors

of aA; in other words, retrieval precision may be as low as 1/c. By Theorem 2 in Appendix 3.2.1, a

sketch of size 2m log2
cm
δ will recover all the weights in A with probability at least 1 − δ.

In our experiments we assume sets are of size m < 100, and that c = 10. Using 32 numbers

per potential set member leads to δ ≈ 1
50 and a sketch size of about 4k. Put another way, sets

of 100 elements require about as much storage as the BERT [41] contextual encoding of 4 tokens;

alternatively the sketch for 100 elements requires about 1/4 the storage of 100 embeddings with

d = 128.3

It is also easy to see that for a set of size m, close to half of the numbers in the sketch will have

non-zero values. Thus only a moderate savings in space is obtained by using a sparse-matrix data

structure: it is quite practical to encode sketches with GPU-friendly dense-tensor data structures.

3.2.9 Loss function

This representation requires entities that will be grouped into sets to be close in embedding space,

so entity embeddings must be trained to have this property—ideally, for all sets that arise in the

course of evaluating queries. In the training process we use to encourage this property, an example

is a query (such as “{Apple Inc}.follow({headquarters of} ∪ {Sunnyvale}”) and a target output set

Y . Evaluation of the query produces an approximation Ŷ , encoded as (âY , b̂Y ), and the goal of

training is make Ŷ approximate Y .

Let vY be the canonical k-hot encoding of Y . While the sketches prevent an element y′ ̸∈ Ŷ

from getting too high a score, the top-k operator used to retrieve candidates only has high recall if

the elements in Ŷ are close in the inner product space. We thus train embeddings to minimize

cross entropy(softmax(âY
T ,E),vY /||vY ||1)

Note that this objective ignores the sketch4, so it forces the dense representation to do the best job

possible on its own. In training Ŷ can be primitive set, or the result of a computation (see § 3.3.1).

3Of course, directly storing 100 embeddings is less useful for modeling, since that representation does not support
operations like relation following or intersection.

4The sketch is not used for this objective, but is used in § 3.3.1 where we train a QA system which includes EmQL
as a component. Hence in general it is necessary for inference with the sketch to be differentiable.
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3.3 Experiments

We evaluate EmQL first intrinsically for its ability to model set expressions [61], and then extrin-

sically as the reasoning component in two multi-hop KB question answering benchmarks (KBQA).

3.3.1 Learning to reason with a KB

3.3.1.1 Dataset

To evaluate performance in reasoning over KBs, we follow the procedure of Ren et al. [128] who

considered nine different types of queries, as summarized in Table 3.1, and data automatically con-

structed from three widely used KB completion (KBC) benchmarks. Briefly, to evaluate performance

for QE, Ren et al. first hold out some triples from the KB for validation and test, and take the re-

maining triples as the training KB. Queries are generated randomly using the query templates of

Table 3.1. The gold answer for a query is the traditional logical evaluation on the full KB, but the

QE system is trained to approximate the gold answer using only the smaller training KB. Queries

used to evaluate the system are also constrained to not be fully answerable using only logical en-

tailment over the training KB. We modify the original Q2B task to test the ability to infer logically

entailed answers. EmQL and Q2B were trained with the full KB instead of the training KB, so only

reasoning (not generalization) is required to find answers. As we argue above, it is important for a

query language to be also be faithful to the KB when answering compositional logical queries.

Query Template Query Template

1p X.follow(R) ip (X1.follow(R1) ∩X2.follow(R2)).follow(R)
2p X.follow(R1).follow(R2) pi X1.follow(R1).follow(R2) ∩X2.follow(R3)
3p X.follow(R1).follow(R2).follow(R3) 2u X1.follow(R1) ∪X2.follow(R2)
2i X1.follow(R1) ∩X2.follow(R2) up (X1.follow(R1) ∪X2.follow(R2)).follow(R)
3i X1.follow(R1) ∩X2.follow(R2) ∩X3.follow(R3)

Table 3.1: Nine query templates used. Query2Box is trained on templates 1p, 2p, 3p, 2i, and 3i. EmQL is
trained on a variation of 1p and set intersection.

3.3.1.2 Baselines

We compare EmQL to two baseline models: GQE [61] and Query2Box (Q2B) [128]. GQE represents

logical queries as learned geometric operations in the embedding space. Query2Box is the state-of-

the-art QE model that learns to embed queries to box embeddings. Both models use the learned

query embeddings to score candidate answers. The numbers are shown in Table 3.3.5 Query2Box is

trained on examples from only five reasoning tasks (1p, 2p, 3p, 2i, 3i), with the remainder held out

to measure the ability to generalize to new query templates.6 EmQL was trained on only two tasks:

5Some numbers in the table are different from the original publication at [142] because we fixed a bug in the
evaluation metrics.

6Of ccourse, test queries are always distinct from training queries.
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Entities Relations Training Triples Test Triples Total Triples
FB15k 14,951 1,345 533,142 59,071 592,213

FB15k-237 14,505 237 289,641 20,438 310,079
NELL995 63,361 200 128,537 14,267 142,804

Train Test
task Basic sets Follow (1p) Intersection Follow (1p) Others

FB15k 11,611 96,750 355,966 67,016 8,000
FB15k-237 11,243 50,711 191,934 22,812 5,000
NELL995 19,112 36,469 108,958 17,034 4,000

Table 3.2: Statistics for the Query2Box datasets. Top: Size of splits into train and test for all the
Query2Box KBs. Bottom: Number of training and testing examples of the Query2Box datasets.
Training data for EmQL are derived from the same training KB as Query2Box. EmQL is directly
evaluated on the same test data without further fine-tuning.

entailment

FB15k Q2B 68.0 39.4 32.7 48.5 65.3 16.2 32.9 61.4 28.9 43.7
+d=2000 59.0 36.8 30.2 40.4 57.1 14.8 28.9 49.2 28.7 38.3

EmQL(ours) 91.9 53.1 39.4 51.2 59.6 29.6 39.5 36.2 43.6 49.3
- sketch 88.5 32.6 19.0 48.3 56.4 17.7 31.9 42.3 25.1 40.2

FB15k-237 Q2B 58.5 34.3 28.1 44.7 62.1 11.7 23.9 40.5 22.0 36.2
+d=2000 50.7 30.1 26.1 34.8 55.2 11.4 20.6 32.8 21.5 31.5

EmQL(ours) 89.4 48.2 30.8 47.4 54.9 25.2 33.0 29.8 38.6 44.1
- sketch 87.1 29.6 16.0 45.1 51.9 14.2 26.6 32.0 23.0 36.2

NELL995 Q2B 83.9 57.7 47.8 49.9 66.3 19.9 29.6 73.7 31.0 51.1
+d=2000 75.7 49.9 36.9 40.5 60.1 17.1 25.6 63.5 24.4 43.7

EmQL(ours) 94.5 68.3 53.5 70.1 74.4 33.7 44.8 56.6 65.4 62.4
- sketch 88.8 40.1 20.3 66.6 70.6 22.6 36.2 59.0 38.3 49.2

Table 3.3: Hits@3 results for all the Query2Box datasets.

relational following (a variation of 1p), and set intersection. Specifically we define a “basic set” X

to be any set of entities that share the same property y with relation r, i.e. X = {x|r(x, y)}. In

training EmQL to answer intersection queries (X1∩X2), we let X1 and X2 be non-disjoint basic sets,

and for relational following (1p), X is a basic set and R a singleton relation set. Training, using the

method proposed in §3.2, produces entity and relation embeddings, and queries are then executed

by computing the EmQL representations for each subexpression in turn.7 Following the Query2Box

paper [128] we use d = 400 for their model and report Hits@3. For EmQL, we use d = 64, k = 1000,

NW = 2000 and ND = 20 throughout.

3.3.1.3 Experimental Results

The results in Table 3.3 show EmQL dramatically outperforms Q2B on all tasks in this setting.

To see if larger embeddings would improve Q2B’s performance on entailment tasks, we increased

7In particular, intermediate EmQL representations are never “decoded” by converting them to entity lists.
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the dimension size to d = 2000, and observed a decrease in performance, relative to the tuned

value d = 400 [128].8 In the ablation experiment(EmQL−sketch), we remove the sketch and only

use the centroid to make predictions. The results are comparable for generalization, but worse for

entailment.

3.3.2 Question answering

3.3.2.1 Datasets

The statistics of MetaQA and WebQuestionsSP datasets are listed in Table 3.4. For WebQuestion-

sSP, we used a subset of Freebase obtained by gathering triples that are within 2-hops of the topic

entities in Freebase. We exclude a few extremely common entities and restrict our KB subset so

there are at most 100 tail entities for each subject/relation pair (reflecting the limitation of our

model to sets of cardinality less than 100).

Train Dev Test
MetaQA 2-hop 118,980 14,872 14,872
MetaQA 3-hop 114,196 14,274 14,274
WebQuestionsSP 2,848 250 1,639

Triples Entities Relations
MetaQA 392,906 43,230 18
WebQuestionsSP 1,352,735 904,938 695

Table 3.4: Statistics for the MetaQA and WebQuestionsSP datasets. Top: Number of train/dev/test
data. Bottom: Size of KB.

3.3.2.2 Baselines

To evaluate QE as a neural component in a larger system, we followed ReifKB in §2 and embed

EmQL as a reasoning component in a KBQA model. The reasoner of ReifKB is a sparse-matrix

“reified KB” rather than a QE method, which does not generalize, but is perfectly faithful for

entailment questions. In this section we evaluate replacing ReifKB with EmQL.

ReifKB was evaluated on two KBQA datasets, MetaQA [184] and WebQuestionsSP [179], which

access different KBs. For both datasets, the input to the KBQA system is a question q in natural

language and a set of entities Xq mentioned in the question, and the output is a set of answers Y

(but no information is given about the latent logical query that produces Y .) EmQL’s set operations

were pre-trained for each KB as in § 3.3.1, and then the KB embeddings were fixed while training

the remaining parts of the QA model.

8Here d = 2000 was the largest value of d supported by our GPUs. Note this is still much smaller than the number
of entities, which would be number required to guarantee arbitrary sets could be memorized with boxes. .
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3.3.2.3 MetaQA Model

We used similar models as those used for ReifKB. The model for 2-hop questions is given on the left

of Table 3.5, where W1 and W2 are learned parameters, and bI is a vacuous sketch, and encode(q) is

obtained by pooling the (non-contextual) embeddings of words in q. The 3-hop case is analogous.9

MetaQA WebQuestionsSP

Ŷ = Xq.follow(R1).follow(R2)−Xq X1 = Xq.follow(Re
1)

R1 = (a1,bI), a1 = WT
1 encode(q) X2 = Xq.follow(Rcvt

1 ).follow(Re
2)

R2 = (a2,bI), a2 = WT
2 encode(q) Ŷ = X1 ∪X2 ∪ (X1 ∪X2).filter(R3, Z)

Table 3.5: EmQL models for MetaQA and WebQuestionsSP datasets.

MetaQA makes use of the set difference operation. For example, to answer the question “What

are other movies that have the same director as Inception?”, we need to first find the director of

Inception, Christopher Nolan, and all movies directed by him. Since the question above asks about

other movies, the model should also remove the movie Inception from this set to obtain the final

answer set Y . Thus in the first line of our model, we write

Ŷ = Xq.follow(R1).follow(R2) −Xq

For MetaQA, the entity embedding is just a learned lookup table. The question representation

encode(q) is computed with a bag-of-word approach, i.e., an average pooling on the word embeddings

of question q. The embedding size is 64, and scaling parameter for relation λ is 1.0. Our count-min

sketch has depth ND = 20 and width NW = 500. We set k = 100 to be the number of entities we

retrieve at each step, and we pre-train KB embeddings and fix the embeddings when training our

QA model.

3.3.2.4 WebQuestionsSP Model

The model we use (see Table 3.5, right) is similar to MetaQA model, except that the final stage

is a union of several submodels—namely, chains of one and two follow operations, with or without

relational filtering. The submodels for the R’s also similar to those for MetaQA, except that we

used a BERT [41] encoding of the question, and augmented the entity embeddings with pre-trained

BERT representations of their surface forms.

We use pre-trained BERT to encode our question q, i.e., encode(q) is the BERT embedding of

the [CLS] token. The relation sets R1, R2, R3 are linear projections of the question embedding

encode(q) paired with a vacuous all-ones sketch bI. Relation centroids are stacked with one extra

dimension that encodes the hard-type of entities: here the hard-type is a binary value that indicates

if the entity is a cvt node or not.

9An important difference is that in ReifKB R1 and R2 are k-hot representations of sets of relation ids, not centroids
in embedding space.
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For this dataset, to make the entities and relations easier to predict from language, the embedding

of each entity was adapted to include a transformation of the BERT encoding of the surface form

of the entity names. Let e0x be the embedding of the [CLS] token from a BERT [41] encoding of the

canonical name for entity x, and let e1x be a vector unique to x. Our pre-trained embedding for x

is then ex =
[
WTe0x; e1x

]
p, where W is a learned projection matrix. The embedding of relation r

is set to the BERT encoding ([CLS] token) of the canonical name of relation r. In this experiments

the BERT embeddings are transformed to 128 dimensions and the entity-specific portion e1x has a

dimension of 32. The scaling parameter for relation λ is 0.1.

The KB embedding is fixed after pre-training. We use a count-min sketch with depth ND = 20

and width NW = 2000, and we retrieve k = 1000 intermediate results at each step.

The model in ReifKB does not support relational filtering10, so for it we report results with the

simpler model Ŷ = X1 ∪X2. Of course the EmQL models also differ in being QE models, so they

model relations as centroids in embedding space instead of k-hot vectors.

3.3.2.5 Experimental Results

In addition to ReifKB, we report results for GRAPH-Net [150] and PullNet [144], which are Graph-

CNN based methods. EmbedKGQA [137] is the current state-of-the-art model that applies KB

embeddings ComplEx [157] in KBQA. Since our models make heavy use of the follow operation,

which is related to a key-value memory, we also compare to a key-value memory network baseline [99].

The results are shown on Table 3.6.

On MetaQA3 and WebQSP datasets we exceed the previous state-of-the-art by a large margin

(7.7% and 5.8% hits@1 absolute improvement), and results on MetaQA2 are comparable to the

previous state-of-the-art. We also consider two ablated versions of our model, EmQL-sketch and

EmQL-filter. EmQL-filter uses the same model as used in ReifKB (§2), but still improves over

ReifKB significantly, showing the value of coupling learning with a QE system rather than a localist

KB. EmQL-sketch disables sketches throughout (rather than only in the submodels for the R’s),

and works consistently worse than the full model for all datasets. Thus it underscores the value

of faithful QE for KBQA tasks. (Notice that errors in computing entailed answers will appear to

the KBQA system as noise in the end-to-end training process.) Finally, Figure 3.2 (right) shows

that performance of EmQL-sketch is improved only slightly with much larger embeddings, also

underscoring the value of the sketches.

As noted above, the QE component was first pre-trained on synthetic queries (as in § 3.3.1),

and then the QA models were trained with fixed entity embeddings. We also jointly trained the

KB embeddings and the QA model for MetaQA3, using just the QA data. In this experiment, we

also varied k, the top-k entities retrieved at each step. Figure 3.2 (left) shows pre-training the KB

10The relational filtering operation is not defined for ReifKB, although it could be implemented with sequences of
simpler operations.
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MetaQA2 MetaQA3 WebQSP

KV-Mem 82.7 48.9 46.7
GRAFT-Net 94.8 77.7 70.3
PullNet 99.9 91.4 69.7
EmbedKGQA 98.8 94.8 66.6
ReifKB 81.1 72.3 52.7

EmQL (ours) 98.6 99.1 75.5
− filter – – 65.2
− sketch 70.3 60.9 53.2

Table 3.6: Hits@1 of WebQuestionsSP, MetaQA2, and
MetaQA3. GRAFT-Net and PullNet were re-run on
WebQuestionsSP with oracle sets of question entitiesXq.

Figure 3.2: Hits@1 on MetaQA3. Left: Jointly training
(joint) or fixed QE (fix-kbe) varying k for top k retrieval.
Right: Varying d for EmQL-sketch.

embeddings (fix-kge) consistently outperforms jointly training KB embeddings for the QA model

(joint), and demonstrates that pre-training QE on simple KB queries can be useful for downstream

tasks.

3.4 Related Work

KBE and reasoning. There are many KB embedding (KBE) methods, surveyed in [166]. Typically

KBE methods generalize a KB by learning a model that scores the plausibility of a potential KB

triple r(x, y), where r is a KB relation, x is a head (aka subject) entity, and y is a tail (aka object)

entity. In nearly all KBE models, the triple-scoring model assumes that every entity x is represented

by a vector vx.

Traditional query languages for symbolic KBs do support testing whether a triple is present in

a KB, but also allow expressive compositional queries, often queries that return sets of entities.

Several previous works also propose representing sets of entities with embeddings [164, 163, 182];

box embeddings [163], for instance, represent sets with axis-parallel hyperrectangles.

Many KBE models also support relation projection, sometimes also called relation following.

Relation following [27] maps a set of entities X and a set of relations R to a set of entities related

to something in X via some relation in R: here we use the notation X.follow(R) ≡ {y | ∃x ∈ X, r ∈
R : r(x, y)}. Many KBEs naturally allow computation of some soft version of relation following,

perhaps restricted to singleton sets.11 However, most KBE methods give poor results when relation

following operations are composed [60], as in computing X.follow(R1).follow(R2). To address this,

some KBE systems explicitly learn to follow a path (aka chain) of relations [60, 88, 32].

Extending this idea, the graph-query embedding (GQE) method [61] defined a query language

11E.g., translational embedding schemes like TransE [15] would estimate the embedding for y as êy = ex + er,
where ex, and er are vectors embedding entity x and relation r respectively. Several other methods [60, 91] estimate
êy = exMr where Mr is a matrix representing r.
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containing both relation following and set intersection. In GQE inputs and output to the relation

following operation are entity sets, defined by cosine-distance proximity to a central vector. More

recently, the Query2Box [128] method varied GQE by adopting a box embedding for sets, and

also extended GQE by including a set union operator. In Query2Box unions are implemented by

rewriting queries into a normal form where unions are used only as the outermost operation, and

then representing set unions as unions of the associated boxes.

Quantum logic [152] is another neural representation scheme, which might be considered a query

language. It does not include relation following, but is closed under intersection and negation, and

approximately closed under union (via computation of an upper bound on the union set.)

Other studies [37, 126] use logical constraints such as transitivity or implication to improve

embeddings. Here we go in the opposite direction, from KBE to reasoning, answering compositional

queries in an embedded KB that is formed in the absence of prior knowledge about relations.

Sparse-matrix neural reasoning. An alternative to representing entity sets with embeddings

is to represent sets with “k-hot” vectors. Set operations are easily performed on k-hot vectors12 and

relation following can be implemented as matrix multiplication [26]. Such “localist” representations

can exactly emulate logical, hence faithful, reasoning systems. However, they do not offer a direct

way to generalize because entities are just (represented by) array indices.

3.5 Discussion

EmQL is a new query embedding (QE) method, which combines a novel centroid-sketch represen-

tation for entity sets with neural retrieval over embedded KB triples. In this chapter we showed

that EmQL generalizes well, is differentiable, compact, scalable, and faithful with respect to deduc-

tive reasoning. However, there are areas for improvement. Compared to the reified KB method

(NQL) [27] proposed in the previous chapter, EmQL learns and generalizes better, and does not

rely on expensive sparse-matrix computations; however, unlike a reified KB, it requires KB-specific

pretraining to find entity embeddings suitable for reasoning. Like most previous KBE or QE meth-

ods, EmQL sets must correspond to neighborhoods in embedding space13; EmQL’s centroid-sketch

representation additionally assumes that sets are of moderate cardinality. Finally, in common with

prior QE methods [61, 128], EmQL does not support general logical negation, and has only very

limited support for set difference.

In spite of these limitations, we showed that EmQL substantially outperforms previous QE meth-

ods in the usual experimental settings, and massively outperforms them with respect to faithfulness.

In addition to improving on the best-performing prior QE method, we demonstrated that it is pos-

sible to incorporate EmQL as a neural module in a KBQA system: to our knowledge this is the

12If vA,vB are k-hot vectors for sets A,B, then vA + vB encodes A ∪B and vA ⊙ vB encodes A ∩B.
13A notable exception is Query2Box which represents sets with unions of rectangles using a non-compositional set

union operator. Although non-compositional set union could be added to EmQL it is currently not implemented.
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first time that a QE system has been used to solve an downstream task (i.e., a task other than KB

completion). Replacing a faithful localist representation of a KB with EmQL (but leaving rest of

the QA system intact) leads to double-digit improvements in Hits@1 on three benchmark tasks, and

leads to a new state-of-the-art on the two more difficult tasks.

In the next chapter, we will relax the assumption of reasoning with a symbolic KB. Instead,

we propose to construct a virtual KB (VKB) from a text corpus which supports similar reasoning

operaions as NQL and EmQL, but has a broader range of information to answer more questions.



Chapter 4

Open Predicate Query Language

(OPQL)

4.1 Overview

So far, we’ve discussed two query languages for logical inference tasks: NQL which compiles knowl-

edge bases in to sparse matrices and runs logical inference in the symbolic space, and EmQL which

embeds triples in KBs into vectors and performs logical operations in the embedding space. Both

query languages manage to solve many KB-based question answering tasks using the provided sym-

bolic knowledge bases. However, the application of query language methods in real question answer-

ing (QA) systems is largely restricted by the incompleteness of KBs, e.g. Freebase and Wikidata,

despite efforts to automate their creation through text extraction [7, 106].

An alternative to extracting information to augment existing KBs is to directly use information

provided in text corpora by constructing a virtual KB (VKB). The VKB is built from a text corpus.

The key idea for a VKB is to greatly simplify the construction of a KB by building a “soft KB”

that is closely related to the original text but still keeps the structure of KB triples with subjects,

objects and relations so it naturally supports the embedding-based query languages, e.g. EmQL.

One of the biggest challenges in constructing the VKB is to learn to represent the relationship

between a pair of entities as a vector.1 Different from the relations in the symbolic KB that have

a predefined vocabulary and whose embeddings can be looked up from a learned embedding table,

relations in the VKB are described in natural language text without a fixed schema. In this work, we

discuss our method, OPQL, that learns a relation encoder using a dual-encoder pre-training process.

Our process is similar to that used in [9], which was shown to be useful for tasks such as relation

1Here, we focus on representing binary relationships between pairs of entities (e1, e2), and leave n-ary relations for
future work.

40
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Figure 4.1: OPQL memory structure. The OPQL memory is a key-value memory. Keys are
computed from embeddings of the topic entity, e.g. On the Origin of Species, looked up from
the entity embedding table, and relation embeddings from the pretrained relation encoder. Values
are embeddings of target entities. The memory is constructed from any entity-linked text corpus,
e.g. Wikipedia.

classification. We adopt this pre-training process to learn to compute relation embeddings that are

used to construct a VKB that effectively supports complex reasoning operations.

4.2 Method

Entries in the OPQL memory encode the relationship between pairs of entities, described in natural

language. For example, a sentence “Charles Darwin published his book On the Origin of Species in

1859” describes the authorship of entity On the Origin of Species. Importantly, these unstructured

relationships expressed in text can be extremely fine-grained, covering semantics that would never

be included in a pre-defined KB schema. This is made possible because OPQL has the ability of

learning without any structured supervision. These relationships are organized into a key-value

memory index. Each key is the composition of a topic entity (e.g. On the Origin of Species) and an

associated latent relationship expressed in text, constructed using pretrained entity embeddings and

a pretrained text encoder. Its value is the corresponding target entity, in this case, Charles Darwin.

When the memory is queried, the returned value can be used directly to answer the input query.

4.2.1 Background

Input The input to the model used for pretraining OPQL is a sequence of n tokens C = [c0, c1...cn]

for an arbitrary text span, e.g. “Charles Darwin published his book On the Origin of Species in

1859”, that contains a set of demarcated entity mentions M . A mention “Charles Darwin” ∈ M is

denoted as m = (ci, cj , em) ∈ M , where i and j denote the first and last token of the mention span

and the mention is linked to entity em in a predefined entity vocabulary E , e.g. Charles Darwin

(Q1035) in Wikidata.
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Enity Pairs OPQL learns to encode the relationship between a pair of entities (e1, e2), where e1 is

referred as topic entity and e2 as target entity. In the example above, On the Origin of Species is

the topic entity e1 and Charles Darwin is the target entity e2. Potentially2 each distinct entity pair

in a sentence can be encoded. The relationship between a pair of entities is directional, so the pairs

(e1, e2) and (e2, e1) are encoded differently.

Entity Embeddings A global entity embedding table E ∈ R|E|×de is pretrained using the RELIC

strategy [90]; here E is the entity vocabulary and de is the embedding dimensionality. Similar

to pretraining a masked language model (MLM), an entity mention is randomly masked from the

context and the goal is to retrieve the masked entity from the entity vocabulary E .

Key-Value Memory We structure OPQL as a key-value memory. A key-value memory (K, V) is

a general way of storing and retrieving knowledge [99]. When queried, key embeddings ki ∈ K are

matched with the query vector, and the corresponded value embedding vi is returned. Each entry in

OPQL encodes a pair of entities (e1, e2), along with a piece of text C that describes the relationship

between e1 and e2. The key-value memory is constructed from the pretrained entity embedding

table E and relation embeddings precomputed from a pretrained relation encoder. A key memory

holds information from the topic entity and the relationship, and a value memory holds the target

entity. We will discuss the pretrained entity and relation embeddings first and then discuss how to

construct the key-value memory using the pretrained embeddings.

4.2.2 Relation Encoder

Preprocessing Text for the Relation Encoder OPQL encodes the relationship between a pair

of entities (e1, e2) in a natural language sentence C where both e1 and e2 are mentioned. Intuitively

C describes the relationship between e1 and e2 in the context, and we train a relation encoder to

represent the relationship as a vector.

To indicate the location of the topic and target entities e1 and e2 we introduce two special tokens

[R1] and [R2] that are inserted directly after the mentions of the topic and target entities in the

sentence (e.g., Cr becomes “Charles Darwin [R2] published his book On the Origin of Species [R1]

in 1859”). The contextual encodings of [R1] and [R2] will be used to compute relation embeddings.

We also introduce another special token [ENT] to mask the topic and target entity mentions; thus

sentence Cr finally becomes “[ENT] [R2] published his book [ENT] [R1] in 1859”. Masking the

mentions of entities prevents the relation encoder from memorizing the surface forms of the entities,

and helps it generalize to similar relations involving other entities.

Computing Relation Embedding Given this preprocessing of an entity-mention pair (e1, e2),

the relation embedding re1,e2 is defined as follows. Let s and t be the location of tokens [R1] and

[R2] in the masked sentence Cr. We construct a projection of the concatenation of the contextual

2Heuristics for limiting the number of entity pairs derived from text are discussed later in this chapter.
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embeddings hs and ht at the locations s and t, as follows:

re1,e2 = WT
r [hs;ht] (4.1)

Training the Relation Encoder We train our relation encoder following [9], who train embeddings

such that relation mentions containing the same entity pairs are more similar to each other than

relation mentions that contain different entity pairs.

Specifically, mini-batches are constructed which contain at least two documents that contain

entity pair (e1, e2), as well as negative documents containing different relation pairs. Use re1,e2

to denote the embedding from input C that of (e1, e2), use rei,ej for embeddings from documents

C ′
0, . . . , C

′
n of other pairs (ei, ej)’s, and let Iei=e1,ej=e2 be an equality indicator for entity pairs in the

minibatch. We maximize the inner product between relation embeddings iff the same pair (e1, e2)

is mentioned in the candidates:

Lrel = cross ent(softmax(re1,e2
T rei,ej ), Iei=e1,ej=e2) (4.2)

4.2.3 Entity Linking

Additionally, we use a multi-task training objective to learn representations of individual entities

by learning to link other mentions in the context—i.e., mentions other than the topic and target

entities—to the correct entity. For example, in the masked sentence Cr, “[ENT] [R2], an English

naturalist, published his book [ENT] [R1] in 1859”, the mention English is not part of the pair

(On the Origin of Species,Charles Darwin) and thus not masked with [ENT], but should be linked

to an entity for “England”. These context entity mentions are represented as mea = (ci, cj , ea)

where ci and cj are the start and end positions, and ea is the entity to which this mention should

be linked. We construct an embedding of mentions mea from the contextual embedding hi at the

start position ci for the mention, i.e. mea = WT
e hi. This is used to retrieve the most similar entity

from the embedding table E, scored with inner product distance, using this loss:

Lel =cross ent(softmax(mea
Tei), Iei=ea) (4.3)

4.2.4 Storing OPQL’s VKB as a key-value memory

OPQL stores relationships between pairs of entities in a key-value memory (K, V). Given an input

C that mentions a pair of entities e1 and e2, the key embedding ke1,e2 for the pair (e1, e2) is

constructed compositionally using the embeddings of topic entities e1 from the entity embedding

table E ∈ R|E|×de and the pretrained relation embedding re1,e2 . Wk is a linear projection matrix

that will be learned in the finetuning tasks. The value ve1,e2 is the embedding of the target entity
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e2.

ke1,e2 = WT
k [e1; re1,e2 ] ∈ K, ve1,e2 = e2 ∈ V

We iterate through all sentences in the Wikipedia corpus that contain two or more entities to

construct the OPQL memory. Note that each entity pair can be mentioned one or multiple times in

the corpus. The memory could keep all mentions of an entity pair (e1, e2), or instead reduce multiple

mentions of the same entity pair to a single entry, for example averaging the key embedding of the

individual mentions. This choice can be made based on application, or computational constraints.

We can keep all mentions of entity pairs in the OPQL memory or randomly select a few mentions

for each entity pair and average their key embedding as the final entry in the OPQL memory.

4.2.5 Pretraining Data

Entity Linking Data We use Wikipedia passages with hyperlinks as our pretraining. The hyper-

links link a span of tokens to a Wikipedia page for an entity e. The spans of tokens that are linked

are considered as mentions m, and entity e is the corresponding entity. We take the top 1M entities

that are most frequently mentioned in Wikipedia as our entity vocabulary E . Passages are split

into text pieces of 128 tokens. Entity linking is trained on the mentions of entities in the context,

excluding the ones that are treated as topic and target entities. The pretraining corpus contains

93.5M mentions of the top 1M entities in the vocabulary.

Relation Encoder Data We first construct the vocabulary of entity pairs (e1, e2) from the Wikipedia

corpus. We count the pairs of entities that co-occur in the same text piece, and discard the that

appears less than 5 times. The pairs are sorted by their point-wise mutual information (PMI). The

top 800k pairs of entities are selected as our candidates for training. During training, an input with

pair (e1, e2) will be paired with 2 positive examples that mentions the same pair of entities, and 8

hard negative examples (ei, ej) that mention either the same topic or target entity, i.e. ei = e1 or

ej = e2, but not both. Batch negatives are also included in pretraining. 30.6M training data on the

top 800k entity pairs are constructed from the Wikipedia corpus.

Pretraining Loss The relation encoder is pretrained with entity linking loss Lel in Eq. 4.3 and

relation encoder loss Lrel in Eq. 4.2, i.e. L = Lel + Lrel.

4.3 Experiments: Reasoning Over VKB

4.3.1 Datasets

MetaQA is a multi-hop QA dataset that we used in the previous chapters.

Multi-hop Slot Filling (MSF) [45] presents a large scale multi-hop reasoning dataset constructed

from WikiData that contains 120k passages, 888 relations, and more than 200k entities. Queries

are constructed from multi-hop paths in WikiData and turned into natural language questions by
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MetaQA MSF
Model 2Hop 3Hop 2Hop 3Hop

KVMem 7.0 19.5 3.4 2.6
DrQA 32.5 19.7 14.1 7.0
GRAFT-Net 36.2 40.2 - -
PullNet 81.0 78.2 - -
PIQA - - 36.9 18.2
DrKIT 86.0 87.6 46.9 24.4

OPQL-pretrained 84.7 84.3 48.5 28.1
OPQL 88.5 87.1 49.2 29.7

Table 4.1: Hits@1 results on multi-hop relational following task.

concatenating the head entity with a series of relations, e.g. (“Steve Jobs, founder, headquarter in,

?”). Similar to MetaQA, we constructed entity pairs by taking the Wikipedia page title as the topic

entity and the entities mentioned in the passages as target entities. We extracted 1.3m and 781k

entity pairs for 2-hop and 3-hop questions respectively.

4.3.2 Baselines

GRAFT-Net [149] is a GCN based model that can perform reasoning jointly over text and knowledge

bases. PullNet [144] extends GRAFT-NET by introducing an iterative retrieve-and-classify mecha-

nism to solve multi-hop questions. PIQA [138] and DrKIT [45] build mention-level indexes using a

pretrained encoder. Training DrKIT requires distant supervision using artificial queries constructed

from KB. KV-Mem [99] and DrQA [17] are two widely-used open-domain QA baselines.

4.3.3 Results

We experiment on the relational following task on both a pretrained memory (OPQL-pretrained)

and a finetuned memory (OPQL). The Hits@1 results of the model are listed in Table 4.1. The

OPQL-pretrained memory directly applies the pretrained relation encoder on entity pairs extracted

from the dataset corpus, without any finetuning of the relation encoder. OPQL-pretrained achieves

the state-of-the-art performance on both MSF 2-hop and 3-hop datasets, though OPQL-pretrained

is slightly lower than DrKIT on the MetaQA. This is because DrKIT finetuned its mention encoder

on MetaQA corpus. The MetaQA corpus only contains 14 relations (including their inverse) in the

movie domain, so it’s easy for the model to learn only capturing these relationship between entities.

To mitigate this bias, we finetune the OPQL relation encoder on MetaQA corpus. The finetuning

data is distantly constructed from 1-hop questions in the MetaQA dataset, by masking the topic

entity from the question and inserting a placeholder for the target entity at the end of the question.

We end up with 10K finetuning data for MetaQA and 19K for MSF. OPQL with finetuned memory

outperforms DrKIT on 2-hop questions by 2.5 points and is very comparable on 3-hop questions.
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4.3.4 Generalization to Novel Relations

The previous state-of-the-art model, DrKIT, uses training data in its pretraining procedure that is

distantly constructed from KB. This restricts the capacity of DrKIT to only encode KB relations ob-

served at pretraining time. However, pretraining OPQL does not require any signal from knowledge

bases, so it can also encode relations that are out of the relation vocabulary in KB. To demonstrate

this difference, we hold out some portions of relations in the pretraining phase of DrKIT but evaluate

on queries where at least one of the held-out relations is required to answer the queries. This sim-

ulates a scenario where KBs are incomplete and limited in their relation vocabularies. We compare

DrKIT to the pretrained OPQL memory. The result is shown in Figure 4.2. The performance of

DrKIT drops significantly when evaluated on queries with novel relations not seen at pretraining

time, while the performance of OPQL is consistent.

Figure 4.2: Hits@1 on multi-hop queries containing at least one novel relation. The dashed lines
represent the accuracy on the full dataset from Table 4.1.

4.4 Related Work

Automatically extracting triples from a text corpus has been pursued for many years as a means of

improving the coverage of KBs [106]. Rather than extracting triples into a predefined vocabulary,

OpenIE (typically) uses linguistic patterns to extract open vocabulary relations from text [48, 49].

[58]) build an Open Knowledge Graph over Open IE extractions similar to a VKB.

A few methods [138, 45] have built pre-computed memories of mention embeddings which are

used directly to answer questions. These methods are most similar to our work though OPQL differs

by embedding mention pairs, rather than single mentions, and additionally, our method requires no

structured supervision. Another related of work proposed to build a passage level index [70] to

improve retrieval accuracy in the “retrieve and read” pipeline. Multi-hop retrieval models [120] are
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proposed for complex questions. Other approaches propose to retrieve embedded passages which are

then passed to an LM to reason over [70, 81, 59, 78]. In contrast OPQL does not include a separate

model for reading retrieved documents.

4.5 Discussion

We proposed OPQL that can construct a virtual knowledge base from a text corpus without any

supervision from existing KB. The pretrained OPQL can effectively solve relational following task,

achieving the state-of-the-art performance on two multi-hop relational following datasets. The im-

provement is more significant if evaluated on queries with relations not seen at training time. OPQL

can be injected into a language model to answer open-domain questions. It outperforms several

large pretrained language models on two benchmark open-domain QA datasets.

So far, we’ve discussed three query languages, NQL, EmQL, and OPQL, to solve challenging

reasoning tasks in different settings – i.e. reasoning with symbolic KBs in a symbolic or embedding

space, and even using virtual KBs. Queries of the reasoning tasks in the experiments are often

structured or semi-structured. However, questions asked in the real world are often more complex in

semantics and therefore require more efforts in question understanding. Recent research in Language

Models (LMs) suggests pretrained LMs are good semantic encoders. We would like to explore the

combinations of the reasoning modules and pretrained LMs for question answering. In the next part,

we will discuss FILM and OPQL-LM.
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Chapter 5

Fact-Injected Language Model

(FILM)

5.1 Overview

Language Models (LM)[39, 92, 23, 5] are pretrained on large text corpora with self-supervision tasks,

such as masked language modeling, to learn semantic and syntactic information. While large LMs

can be coerced to answer factual queries, it’s correctness and faithfulness to factual knowledge is

limited. Furthermore, they lack the reasoning abilities from complex queries that are discussed

above, e.g. multi-hop reasoning. It is also difficult to distinguish answers produced by memorizing

factual statements in the pre-training corpus from answers produced by linguistic generalization

[119].

In this chapter, we propose to integrate the previously proposed embedding-based KB reasoning

module, EmQL, to a pretrained language model, called FILM (Fact-Injected Language Model).

Different from text-only LMs, e.g. BERT and RoBERTa [41], FILM additionally includes a fact

memory that represents external knowledge from KBs. The model learns to query from the fact

memory to find relevant information to perform logical reasoning, and then mix the reasoning results

with the LMs to make the final predictions.

In addition to equip LMs with better reasoning ability to handle complex queries, the KB aug-

mented models also have the flexibility of adding or removing factual information without retraining

the LM, an expensive process1. The difficulty of updating knowledge in traditional LMs contrasts

with symbolic KBs, where it is very easy to add or modify triples, and is a major disadvantage of

using a LM “as a KB”—as in many domains (news, product reviews, scientific publications, etc) the

1Models large enough to achieve good factual coverage require extreme amounts of compute, and the largest neural
LMs now cost millions of dollars to train [16].

49
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Figure 5.1: Fact Injected Language Model architecture. The model takes a piece of text (a
question during fine-tuning or arbitrary text during pre-training) and first contextually encodes it
with an entity enriched transformer. FILM uses the contextually encoded MASK token as a query to
the fact memory. In this case, the contextual query chooses the fact key (Charles Darwin, born in)
which returns the set of values {United Kingdom} (The value set can be multiple entity objects such
as the case from calling the key [United Kingdom, has city ]) . The returned object representation
is incorporated back into the context in order to make the final prediction. Note that the entity
representations in the facts (both in keys and values) are shared with the entity memory. The
portion within the dashed line follows the procedure from [51].

set of known facts changes frequently. Since triples in the fact memory are defined compositionally

from (representations of) entities and relations, the fact memory can be easily extended with new

facts and the model can use them to make new predictions correspondingly.

5.2 Method

The Fact Injected Language Model (FILM) model (see Figure 5.1) extends the Transformer [158]

architecture of BERT [42] with additional entity and facts memories. These memories store semantic

information which can later be retrieved and incorporated into the representations of the transformer.

Similar to the approach in [51], entity embeddings will (ideally) store information about the textual

contexts in which that entity appears, and by inference, the entity’s semantic properties. The

fact memory encodes triples from a symbolic KB, constructed compositionally from the learned

embeddings of the entities that comprise it and implemented as a key-value memory which is used

to retrieve entities given their KB properties. This combination results in a neural LM which learns
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to access information from a symbolic KB.

5.2.1 Definitions

We represent a Knowledge Base K as a set of triples (s, r, o) where s, o ∈ E are the subject and

object entities and r ∈ R is the relation, where E and R are pre-defined vocabularies of entities

and relations. A text corpus C is a collection of paragraphs2 {p1, . . . , p|C|}. Let M be the set of

entity mentions in the corpus C. A mention mi is encoded as (em, spm, tpm), indicating entity em is

mentioned in paragraph p starting at token position spm and ending at tpm. We will usually drop the

superscript p and use sm and tm for brevity.

5.2.2 Input

The input to our model is a piece of text; either a question during fine tuning (see §5.2.7) or a

paragraph, during pre-training. Pretraining is formulated as a cloze-type Question Answering (QA)

task: given a paragraph p = {w1, . . . , w|p|} with mentions {m1, . . . ,mn}, we sample a single mention

mi to act as the cloze answer and replace all tokens of mi with [MASK] tokens. The entity in E
named by the masked entity is the answer to the cloze question q (’United Kingdon’ in the example

input of Figure 5.1). Mentions in the paragraph other than m are referred to below as context

mentions. In the following sections we describe how our model learns to jointly link context entities

and predict answer entities.

5.2.3 Entity Memory

Our entity memory E ∈ R|E|×de is a matrix containing a vector for each entity in E and trained

as an entity-masked LM. The model input is a text span containing unlinked entity mentions with

known boundaries3. Mentions are masked with some probability. Like Entity as Experts (EaE) [51],

we interleave standard Transformer [158] layers with layers that accesss the entity memory4.

Given a piece of text q = {w1, . . . , w|q|} the contextual embedding h
(l)
i is the output at the i’th

token of the l’th intermediate transformer layer. These contextual embeddings are used to compute

query vectors that interface with the entity memory.

For each context mention mi = (emi
, smi

, tmi
) in q, we form a query vector to access the Entity

memory by concatenating the context embeddings for the mention mi’s start and end tokens, h(l)
smi

and h
(l)
tmi

and projecting them into the entity embedding space. We use this query to compute

attention weights over the full entity vocabulary and produce an attention-weighted sum of entity

2Although we use the term paragraph here, in our experiments we use spans of 128 tokens, which need not follow
paragraph boundaries.

3[51] also showed the model is capable of learning to predict these boundaries. For simplicity, in this work we
assume they are given.

4We follow the implementation of [51] and have a single entity memory access between the fourth and fifth
transformer layers.
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embeddings ul
mi

. The result is then projected back to the dimension of the j-indexed contextual

token embeddings, and added to what would have been the input to the next layer of the Transformer:

h(l)
mi

= WT
e [h(l)

smi
;h

(l)
tmi

] (5.1)

u(l)
mi

= softmax(h(l)
mi

,E) ×E (5.2)

h̃
(l+1)

j = h
(l)
j + WT

2 u
(l)
mi

, smi
< j < tmi

(5.3)

After the final transformer layer T , h(T )
mi

is used to predict the context entities ˆemi
and produce

a loss with Iemi
, the one-hot label of entity emi

. Following [51], we supervise the entity access for

the intermediate query vector in Eq. 5.1.

êmi = argmaxei∈E(cTmi
ei)

lossctx = cross entropy(softmax(cmi
,E), Iemi

)

lossent = cross entropy(softmax(h(l)
mi

,E), Iemi
)

5.2.4 Fact Memory

FILM extends EaE with a second fact memory, populated by triples from the knowledge base K,

as shown on the right side of Figure 5.15. The fact memory shares its on entity representations

with the entity memory embeddings in E, but each element of the fact memory corresponds to a

symbolic substructure, namely a key-value pair ((s, r), {o1, . . . , on}). The key (s, r) is a (subject

entity, relation) pair, and the corresponding value {o1, . . . , on} is the list of object entities associated

with s and r, i.e. (s, r, oi) ∈ K for i = {1, . . . , n}. Conceptually, KB triples with the same subject

entity and relation are grouped into a single element. We call the subject and relation pair aj =

(s, r) ∈ A a head pair and the list of objects bj = {o1, . . . , on} ∈ B a tail set6.

In more detail, we encode a head pair aj = (s, r) ∈ A by concatenating embeddings for the

subject entity and relation, and then projecting them linearly to a new head-pair embedding space.

More precisely, let E ∈ R|E|×de be the entity embeddings trained in §5.2.3, and R ∈ R|R|×dr be

embeddings of relations R in the knowledge base K. We encode a head pair a as:

aj = WT
a [s; r] ∈ Rda

where s ∈ E and r ∈ R are the embeddings of subject s and relation r, and Wa is a learned linear

transformation matrix. We let A ∈ R|A|×da denote the embedding matrix of all head pairs.

Let the answer for q be denoted eans, and its masked mention mans = (eans, sans, tans). For a

5In our experiments we use a single fact memory access after the final (12th) transformer layer.
6The size of the tail set bj can be large for a popular head pair (s, r). In such cases, we randomly select a few tails

and drop the rest of them. The maximum size of the tail set is 32 in the experiments.
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masked mention mans, define a query vector to access the fact memory as:

vmans
= WT

f [h(T )
sans ;h

(T )
tans ] (5.4)

where h(T )
sans

and h
(T )
tans

are the contextual embeddings for the start and end tokens of the mention

mans, and Wf is the linear transformation matrix into the embedding space of head pairs A.

Head pairs in A are scored by the query vector vmans and the top k head pairs with the largest

inner product are retrieved. This retrieval process on the fact memory is distantly supervised. We

define a head pair to be a distantly supervised positive example ads = (s, r) for a passage if its

subject entity s is named by a context mention mi and the masked entity eans is an element of the

corresponding tail set, i.e. eans ∈ bds. When no distantly supervised positive example exists for a

passage, it is trained to retrieve a special “null” fact comprised of the snull head entity and rnull

relation: i.e. ads = (snull, rnull) and its tail set is empty. This distant supervision is encoded by a

loss function:

TOPk(vmans
,A) = argmaxk,j∈{1,...,|A|}a

T
j vmans

lossfact = cross entropy(softmax(vmans ,A), Iads
)

The result of this query is that the tail sets associated with the top k scored head pairs, i.e. {bj |j ∈
TOPk(v,A)}, are retrieved from the fact memory.

5.2.5 Integrating Knowledge and Context

Next, tail sets retrieved from the fact memory are aggregated. Recall that a tail set bj returned

from the fact memory is the set of entities {o1, . . . , on} s.t. (s, r, oi) ∈ K for i ∈ {1, . . . , n} with the

associated aj = (s, r). Let oi ∈ E be the embedding of entity oi. We encode the returned tail set

bj as a weighted centroid of the embeddings of entities in the tail set bj .

bj =
∑
oi∈bj

αioi ∈ Rde

where αi is a context-dependent weight of the object entity oi. To compute the weights αi, we use a

process similar to Eq. 5.4: we compute a second query vector zmans
to score the entities inside the

tail set bj , and the weights αi are the softmax of the inner products between the query vector zmans

and the embeddings of entities in the tail set bj .

zmans = WT
b [h(T )

sans ;h
(T )
tans ] (5.5)

αi =
exp (oT

i zmans
)∑

ol∈bj
exp (oT

l zmans
)

(5.6)
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where Wb is a transformation matrix distinct from We in Eq. 5.1 and Wf in Eq. 5.4.

The top k tail sets bj are further aggregated using weights βj , which are the softmax of the

retrieval (inner product) scores of the top k head pairs aj . This leads to a single vector fmans
that

we call the knowledge embedding for the masked mention mans.

fmans
=

∑
j∈TOPk(vmans ,A)

βjbj (5.7)

βj =
exp (aTj vmans

)∑
t∈TOPk(vmans ,A) exp (aTt vmans

)
(5.8)

Intuitively fmans is the result of retrieving a set of entities from the fact memory. The last step

is to integrate this retrieved set into the Transformer’s contextual embeddings. Of course, KBs are

often incomplete, and especially during pre-training, it might be necessary for the model to ignore

the result of retrieval, if no suitable triple appears in the KB. To model this, the final step in the

integration process is to construct an integrated query qmans
with a learnable mixing weight λ.

Algorithmically, λ is computed as the probability of retrieving a special “null” head anull from the

fact memory, i.e. whether an oracle head pair exists in the knowledge base. qmans
is used to predict

the masked entity.

qmans
= λ · cmans

+ (1 − λ) · fmans
, λ = P (anull)

êans = argmaxei∈E(qT
mans

ei)

lossans = cross entropy(softmax(qmans
,E), Ieans)

The final loss is the sum of the individual losses.

lossfinal = lossent + lossctx + lossfact + lossans

5.2.6 Pretraining Data

FILM is pretrained on Wikipedia and Wikidata using the same data from [51]. Text in Wikipedia

is chunked into 128 token pieces. To compute the entity-linking loss lossent, we use as training data

entities linked to the 1 million most frequently linked-to Wikidata entities. Text pieces without

such entities are dropped. This results in 30.58 million text pieces from Wikipedia. As described

in §5.2.1, we generate n training examples from a piece of text containing n entity mentions, where

each mention serves as the masked target for its corresponding example, and other entity mentions

in the example are treated as context entities7. This conversion results in 85.58 million pre-training

examples. The knowledge base K is a subset of Wikidata that contains all facts with subject and

7We mask context entities randomly with probability .15
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object entity pairs that co-occur at least 10 times on Wikipedia pages.8 This results in a KB

containing 1.54 million KB triples from Wikidata (or 3.08 million if reverse triples are included).

Below, this is called the full setting of pretraining—we will also train on subsets of this example set,

as described below. We pretrain the model for 500,000 steps with the batch size 2048, and we set

k = 19 in the TOPk operation for fact memory access.

5.2.7 Finetuning on Question Answering

In open-domain Question Answering tasks, questions are posed in natural language, e.g. “Where

was Charles Darwin born?”, and answered by a sequence of tokens, e.g. “United Kingdom”. We

focus on a subset of questions that are answerable using entities from a knowledge base. In the

example above, the answer “United Kingdom” is an entity in Wikidata whose ID is Q145.

We convert an open-domain question to an input of FILM by appending the special [MASK]

token to the end of the question, e.g. {‘Where’, ‘was’, ‘Charles’, ‘Darwin’, ‘born’, ‘?’, [MASK]}.

The task is to predict the entity named by mask. Here, “Charles Darwin” is a context entity, which

is also referred to as question entity in the finetuning QA task.

At finetuning time, entity embeddings E and relation embeddings R are fixed, and we finetune

all transformer layers and the four transformation matrices: Wa, Wb, We, Wf . Parameters are

tuned to optimize unweighted sum of the the fact memory retrieval loss lossfact and the final answer

prediction loss lossans. If multiple answers are available, the training label Ieans becomes a k-hot

vector uniformly normalized across the answers.

lossQA = lossfact + lossans

5.3 Experiments

The primary focus of this work is investigating the incorporating of new symbolic knowledge by

injecting new facts without retraining (§5.4.1) and updating stale facts (§5.4.2). However, we first

validate the efficacy of our model on standard splits of widely used knowledge-intensive benchmarks

against many state-of-the-art systems (§5.3.4), as well as two subsets of these benchmarks restricted

to examples answerable with wikidata (§5.3.5) and examples filtered for train/test overlap (§5.3.6).

8This leads to more KB triples than entity pairs, since a pair of entities can be connected by more than one relation.
9We experimented with other values of k during fine tuning and evaluation but did not observe significant differ-

ences.
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5.3.1 Data

We evaluate on four knowledge intensive tasks. WebQuestionsSP is an Open-domain Question

Answering dataset that has been used in the previous sections. LAMA-TREx is a set of fact-

related cloze questions. Since we are interested in entity prediction models, we restrict our LAMA

investigations to TREx, which has answers linked to Wikidata. TriviaQA (open) contains questions

scraped from quiz-league websites [68]. We use the open splits following [78]. FreebaseQA is an

Open-domain QA dataset derived from TriviaQA and other trivia resources (See [66] for full details).

Every answer can be resolved to at least one Freebase entity and each question contains at least one

entity.

For WebQuestionsSP, we mapped question entities and answer entities to their Wikidata ids.

87.9% of the questions are answerable by at least one answer entity that is mappable to Wikidata.

For all questions in FreebaseQA there exists at least one relational path in Freebase between the

question entity ei and the answer eans. The path must be either a one-hop path, or a two-hop path

passing through a mediator (CVT) node, and is verified by human raters. 72% of the question

entities and 80% of the answer entities are mappable to Wikidata, and 91.7% of the questions are

answerable by at least one answer entity that is mappable to Wikidata.

Furthermore, WebQuestionsSP (and similarly FreebaseQA discussed in §5.4) was constructed

such that all questions are answerable using the FreeBase KB, which was last updated in 2016.

Because our pretraining corpus is derived from larger and more recent versions of Wikipedia, we

elected to use a KB constructed from Wikidata. Many entities in Freebase are unmappable to the

more recent Wikidata KB which means that some questions are no longer answerable using the KB.

Because of this, we created reduced versions of these datasets which are Wikidata answerable—i.e.,

containing only questions answerable by triples from our Wikidata-based KB. The model should

learn to rely on the KB to answer the questions. We do the same for TriviaQA.10

Full Wikidata
Dataset Answerable

Train 20358 12535
FreebaseQA Dev 3994 2464

Test 3996 2440

Train 2798 1388
WebQuestionsSP Dev 300 153

Test 1639 841

Table 5.1: Dataset stats. Number of examples in train, dev, and test splits for our three different
experimental setups. Full are the original unaltered datasets. Wikidata Answerable keeps only
examples where at least one question entity and answer entity are mappable to Wikidata and there
is at least one fact between them in our set of facts.

10TriviaQA does not have linked entities in its questions so for those results we relax this restriction to include all
examples where the answer resolves to a Wikidata entity.
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5.3.2 Baselines

T5 [121] and BART [79] are large text-to-text transformers. Dense Passage Retrieval (DPR) [70]

is a two stage retrieve and read model. Retrieval Augmented Generation (RAG) [81] and Fusion

in Decoder (FID) [63] use DPR retrieval, followed by generative decoders based on BART and T5

respectively. FID is the current state-of-the-art on the open domain setting of TriviaQA. K-Adapter

[167] and Bert-KNN [72] are recent BERT extensions that perform at or near state-of-the-art on

the LAMA benchmark. Entities-as-Experts (EaE) [51] is discussed in §5.2.3. Our EaE models are

trained using the same hyperparameters and optimization settings as FILM.

5.3.3 Open vs Closed Book models

Generally, open book models refer to ’retrieve and read’ pipelines [17] which, given a query, 1)

retrieve relevant passages from a corpus, 2) separately re-encode the passages conditioned on the

question and then 3) produce an answer. Conversely, closed book models answer questions directly

from their parameters without additional processing of source materials. We consider FILM and

EaE closed-book models as they do not retrieve and re-encode any source text, and instead attend

to parameterized query-independent memories.

5.3.4 Results in Convention Settings

LAMA TREx. In Table 5.2, we can see that FILM outperforms several recently proposed models

on the LAMA TREx task. FILM outperforms the next best performing model, BERT-KNN by 5.5

points.

Model Precision@1

K-Adapter † 29.1
BERT-Large † 33.9
BERT-KNN ‡ 38.7
EaE 38.6
FILM 44.2

Table 5.2: LAMA TREx Precision@1. † copied from [167], ‡ copied from [72]

Question-Answering. In Table 5.3, we compare FILM to five close-book and three open-book QA

models on WebQuestionsSP and TriviaQA. The columns denoted Full Dataset-Total show results

for the standard evaluation. For WebQuestionsSP, despite using far fewer parameters (see Table

5.4), FILM outperforms all other models - including the top open-book model RAG. On TriviaQA,

FILM outperforms all other closed-book models—though the open-book models are substantially

more accurate on this task, likely because of the enormous size of the models and their access to all

of Wikipedia, which contains all (or nearly all) of the answers in TriviaQA.
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WebQuestionsSP TriviaQA
Model Full Dataset Wikidata Answer Full Dataset Wikidata Answer

Total No Overlap Total No Overlap Total No Overlap Total No Overlap

Closed
-book

FILM 54.7 36.4 78.1 72.2 29.1 15.6 37.3 28.4
EaE 47.4 25.1 62.4 42.9 19.0 9.1 24.4 17.1
T5-11B 49.7 31.8 61.0 48.5 – – – –
BART-Lg 30.4 5.6 36.7 8.3 26.7 0.8 30.6 1.0
Dense NN 27.8 2.9 34.0 3.8 28.9 0.0 33.2 0.0
tfidf NN 21.4 2.6 25.4 3.0 23.5 0.0 26.9 0.0

Open
-book

RAG 50.1 30.7 62.5 45.1 56.8 29.2 64.9 45.2
DPR 48.6 34.1 56.9 45.1 57.9 31.6 66.3 48.8
FID – – – – 67.6 42.8 76.5 64.5

Table 5.3: Open Domain QA Results. Columns denoted Full Dataset-Total are conventional
splits discussed in §5.3.4, Wikidata Answer are answerable using Wikidata (§5.3.5), and No Overlap
removes train-test overlap (§5.3.6). Highest closed-book and open-book numbers are bolded. Other
than FILM and EaE, all results are derived from the prediction files used in [82] including the nearest
neighbor (NN) baselines.

Model Base Memory Total

FILM 0.11 0.72 0.83
EaE 0.11 0.26 0.37
BERT-L 0.35 0 0.35
BART-L 0.39 0 0.39
T5-11B 11 0 11

DPR 0.11 16 16.11
RAG 0.39 16 16.39
FID 0.77 16 16.77

Table 5.4: Model Parameters Approximate billions of parameters for each model’s base, memories
and total. Excludes token embeddings.

5.3.5 Results on KB-Answerable Questions

As seen in Table 5.3 in the column Wikidata answer-Total, FILM does much better on Wikidata

answerable questions on WebQuestionsSP. EmQL [143], the state-of-the-art dataset specific model,

gets 75.5% accuracy on the full dataset. Not surprisingly, this is because EmQL operates over the

Freebase knowledge base, giving it full upperbound recall. However, when we restrict to Wikidata

answerable questions, thus giving both EmQL and FILM potential for full recall, FILM outperforms

EmQL by 3.5 points and the next best model (RAG) by over 15 points.

5.3.6 Train-Test Overlap

We are interested in the ability of models to use external knowledge to answer questions, rather than

learning to recognize paraphrases of semantically identical questions. Unfortunately, analysis showed



CHAPTER 5. FACT-INJECTED LANGUAGE MODEL (FILM) 59

that many of the test answers also appear as answers to some training-set question: this is the case

for 57.5% of the answers in WebQuestionsSP and 75.0% for FreebaseQA. This raises the possibility

that some of the performance can be attributed to simply memorizing specific question/answer pairs,

perhaps in addition to recognizing paraphrases of the question from its pretraining data.

Overlap in fine-tuning train/test splits was concurrently observed by [82], who created human

verified filtered splits for TriviaQA and WebQuestions. We evaluate our models on those splits and

report results in Table 5.3 in the “No Overlap” columns. We see that the gap between FILMand the

next best performing model RAG increasses from 4.6 to 5.7 points on WebQuestionSP. On TriviaQA,

FILMis still able to answer many questions correctly after overlap is removed. In contrast, the

majority of closed book models such as BART get less than 1% of answers correct.

5.4 Modifying the Knowledge Base

Because our model defines facts symbolically, it can in principle reason over new facts injected into

its memory, without retraining any parameters of the model. Since existing datasets do not directly

test this capability, we elected to construct variants of FreebaseQA and WebQuestionsSP where we

could simulate asking questions that are answerable only from newly injected KB facts.

The approach we used was to (1) identify pairs of entities that occur in both a question and

answer of some test example; (2) filter out such pairs from the KB as well as all pre-training and

fine-tuning data; and (3) test the system trained on this filtered data, and then manually updated

by injecting facts about those entity pairs. This filtering procedure is reminiscent of that used by

[82], but also addresses pretraining / test-set overlap.

5.4.1 Injecting New Facts to Update Memory

We evaluate EaE and FILM given full knowledge (the original setting); given filtered knowledge;

and given filtered knowledge followed by injecting test-question-related facts into the KB. The gap

between the filtered knowledge setting and injected knowledge setting will indicate how well the

model incorporates newly introduced facts.

In more detail, we first perform a similar procedure to [82] and discard questions in the fine-

tuning training data that contain answers which overlap with answers to questions in the dev and

test data. We end up with 9144/2308/3996 data (train/dev/test) in FreebaseQA and 1348/151/1639

data in WebQuestionsSP. Next, to ensure that the model will be unable to memorize paraphrases of

question-answer pairs that it observed in the pre-training text, we remove all overlap between the

pretraining data and fine-tuning test data: specifically, for every question-answer entity pair in our

fine-tuning dataset (from any split), we filter every example from our Wikipedia pretraining corpus

in which that pair of entities co-occur. Additionally, we filter every fact from our fact memory

containing any of these entity pairs.
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FreebaseQA WebQuestionsSP
Full Filter Inject Full Filter Inject

EaE 45.8 28.6 - 30.9 29.4 -
FILM 56.5 38.7 48.0 40.7 32.3 39.2

Table 5.5: Injecting New Facts. In the Filter setting, the models have access to no direct
knowledge about question answer entity pairs from either the pretraining corpus or KB. In the
Inject setting, the pretraining corpus and training KB are still Filtered, but at inference time, new
facts are injected into the models memory allowing it to recover most of the drop from the Full
setting. In the Full setting the model is exposed to full knowledge. In all cases, we remove the
overlap between the finetune train and eval sets.

In these sections we compare against EaE for two reasons: 1) we are specifically looking at

closed-book open domain entity based QA and EaE is shown to be at or near state-of-the-art for

that task [51], 2) most importantly, we want to be able to precisely control for memorization in the

training corpus and therefore did not consider existing unconstrained pre-trained models like T5

[121]. For reference, the previous state-of-the-art FOFE [66] on FreebaseQA had a score of 37.0%

using the original train-test split, while FILM is at 63.3%.

The results are shown in Table 5.5. In the “Full” column, we pretrain and finetune the FILM

model with the full knowledge base and corpus. In the “Filter” setting, facts about the finetuning

data are hidden from the model at both pretraining and finetuning time. In this case, the model

must fall back to the language model to predict the answer, and as shown in Table 5.5, the accuracies

of FILM and EaE are similar. In the “Inject Facts” setting, Facts are hidden at pretraining time,

but are injected at test time. The results show that FILM can effectively use the newly injected facts

to make prediction, obtaining an absolute improvement of 9.3% compared to the “Filter” setting.

EaE does not have a natural mechanism for integrating this new information11.

5.4.2 Updating Stale Memories

One of the main motivations for our model is to provide knowledge representations that can be

incrementally updated as the world changes, avoiding stale data. To probe this ability, we simulate

an extreme version of this scenario where all answers to QA pairs in the FreebaseQA test set are

replaced with plausible alternatives. For each QA pair, we replace the original answer entity eoriginal

with another entity, enew, from our vocabulary that has: 1) been used as an object in at least one

of the same relation types in which eoriginal was used as an object, and 2) shares at least three

Wikipedia categories with eoriginal. We use the same pretrained models from our earlier experiments

and fine-tune on the filtered FreebaseQA train set for 10,000 steps.

We look at two methods for modifying the fact memory. Basic Filter deletes every modified

11There are various heuristics one could apply for finetuning a standard language model on this type of data by
applying one or a small number of gradient steps on textualized facts. We leave this exploration for future research.
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fact equestion, r, eoriginal and replaces it with a new fact equestion, r, enew. The Strict Filter setting

more aggressively removes information that may conflict with the newly added fact by additionally

removing all facts that contain equestion or eoriginal. This is relevant when a question contains multiple

entities, or the linking relation is one-to-many, leading to multitple plausible answers. Together these

two settings define rough bounds on the model’s ability to perform this task. Overall, FILM is able

to utilize the modified KB to make the correct prediction for 54.5% of questions in the Basic Filter

setting and 70.3% in the Strict Filter setting.

5.5 Related Work

Knowledge bases (KBs) have been a core component of AI since the beginning of the field [111,

110]. Widely available public KBs have been invaluable in research and industry [14, 8] and many

companies have created massive KBs as the backbones of their most important products [55, 47].

While traditional KBs were purely symbolic, recent advances in large language models trained

through self supervision [115, 42, 121, 16] have been shown to encode an impressive amount of factual

information. This has led to research on the extent to which a neural language model can serve as

a KB [132, 117], and how to best evaluate this factual knowledge [119].

While large LMs appear to absorb KB-like information as a preproduct of pretraining, there has

also been many prior approaches proposed that explicitly embed symbolic knowledge representations

into neural embedding space. Various neural-symbolic methods have attempted to unify these

two extremes [118, 35, 13] including many cognitive architectures which used hybrid symbolic and

subsymbolic systems [76], and more recently, compositional query languages for embedding KBs

that are similar to symbolic KB query languages [28, 128, 27]. One system especially related to our

proposal is EmQL [143], which includes a construct quite similar to the “fact memory” used in our

Facts-As-Experts model. Unlike this work, however, EmQL did not embed its fact memory into a

language model, which can be finetuned for many NLP tasks: instead EmQL must be used with

task-specific query templates and integrated into some task-specific architecture.

More recently, the past decade has seen huge amount of work on knowledge base embeddings

[15, 89, 156, 38] which enable generalization through similarities between learned embeddings. This

idea has also been extended with works looking at ways of incorporating raw text and symbolic KGs

into a shared embedding space [131, 160, 161], to be jointly reasoned over [149, 144], or to treat text

as a replacement for a knowledge base [45].

Large external memories have been incorporated into different types of networks operating over

latent parameters [171, 99], entities [62, 51], facts [3, 94], commonsense relations [168, 18, 97], and

text passages [59, 81]. Our work directly extends one of these models, the Entities-as-Experts

(EaE) model [51], one of several models that inject knowledge of entities by constructing a memory

containing embedded entity representations. Unlike prior models, EaE learns entity representations
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end-to-end, rather than using representations from a separately-trained KB embedding system [94].

Our work extends EaE by introducing a symbolic memory of triples which is constructed from these

learned entity representations, and as in EaE, the entity representations are learned end-to-end.

5.6 Discussion

In this chapter, we presented a method for interfacing a neural language model with an interpretable

symbolically bound memory. We used that interface to change the output of the language model by

modifying only the non-parametric memories and without any additional training. We demonstrated

the effectiveness of this method by performing comparably or better than a high performing language

model on factoid question answering while integrating new facts unseen in pretraining data. We even

showed that we can modify facts, such that they contradict the initial pre training text, and our

model is still largely able to answer these questions correctly.

While we believe this approach makes progress towards interpretable and modifiable neural

language models, there is still more work to be done. First, the coverage of knowledge in symbolic

KBs is limited by their incompleteness, a common problem faced by most factual KBs. Second,

the model still sometimes makes mistakes when the facts contradict the latent knowledge stored in

parameters of the model. The ‘mixing’ mechanism which combines these two signals is an important

component and still requires further developments. Additionally, while we can add new facts or

replace/overwrite existing facts, there is still not a satisfying mechanism to simply delete without

replacement. Future research could explore more interesting ways of representing and mixing signals

from the context, positive facts, and deleted facts. It would also be important and interesting to

see how these methods can be adapted to fully generative language model tasks, and how these

same fact mixing mechanisms can be incorporated into guided language generation. Lastly, our

methodology currently performs a single ’hop’ of reasoning on the knowledge graph. In future work

we intend to integrate multiple fact layers within the transformer to allow the model to perform

multi-hop reasoning.

In the next chapter, we will resolve two of the limitations mentioned above: (1) replacing symbolic

KBs with virtual KBs (constructed from OPQL) to improve the coverage of knowledge, and (2)

improving models on multi-hop questions.



Chapter 6

Language Models with OPQL

(OPQL-LM)

6.1 Overview

In the previous chapter, we proposed FILM which injected an external fact memory into an LM,

increasing its performance on open-domain QA. However, this approach relies on a symbolic KB,

suffering from many of the shortcomings discussed in previous sections such as limited coverage and

applicability. In this section, we address these issues by replacing the KB-based fact memory of

FILM with the virtual KB constructed by OPQL. Here, we re-used the OPQL method to construct

virtual KB. For simplicity, we will skip the discussion of OPQL in this chapter and focus on its

integration with LMs. Please refer to Chapter 4 for more information on OPQL.

6.2 Method

6.2.1 Background

A memory injected language model, e.g. FILM (§5), learns to retrieve relevant entries from an exter-

nal memory and mix the retrieved information into the language model to make its final predictions

(see Figure 6.1). OPQL-LM follows the same implementation as FILM but utilizes the pre-computed

OPQL memory as the external memory. Since the relation embedding in the OPQL memory is fixed

when training OPQL-LM, retrieving from the OPQL memory is harder than the fact-based memory

in FILM. To address this, we make several key changes to the original FILM architecture. First, the

query vector is constructed as a function of the topic mention embedding and relation embedding.

Second, we modify the learned a mixing weight between the memory retrieval results and language
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Figure 6.1: OPQL-LM model architecture. A query vector qX,Y is constructed from the
contextual embedding of the topic mention me1 and the relation embedding rX,Y , and retrieves the
top few entries from the OPQL memory. The retrieval results are aggregated into a single vector
eY , and mixed with the contextual embedding of the masked mention (answer) me2 to make the
final prediction.

model predictions. Third, we extend OPQL-LM to answer multi-hop questions. We will elaborate

these changes in the rest of this section.

6.2.2 Input

Similar to the relational following task with OPQL discussed in Chapter 4, the special tokens [R1]

and [R2] are inserted directly after the mentions of topic entity e1 and target entity (answer) e2.

But the mention of topic entity e1 will not be masked with [ENT], e.g. “Who published the book

On the Origin of Species [R1] in 1859? [ENT] [R2]”. We denote the mention of topic entity as

me1 . The mention me1 is used to extract contextual mention embedding me1 for the topic entity e1,

which will be used for entity linking, as well as constructing the query to retrieve from the OPQL

memory. The training objective of OPQL-LM is to predict the masked target entity (answer) e2.

6.2.3 Query Embedding

The query qX,Y is computed compositinoally by concatenating the contextual mention embedding

me1 of the topic mention me1 and the relation embedding rX,Y . Ideally, me1 should be close to the

embedding of the oracle topic entity e1, which is supervised with entity linking loss (Eq. 4.3). The

relation embedding rX,Y comes from the relation encoder (Eq. 4.1) that operates on special tokens
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[R1] and [R2].1

qX,Y = WT
q [me1 ;WT

t rX,Y ]

6.2.4 Mixing with LM

Let eY be the retrieved embedding returned from the OPQL memory and me2 be contextual em-

bedding of the masked mention [ENT] predicted from the language model. eY and me2 are mixed

with a mixing factor λ. λ decides whether retrieved embedding should be included to make final

predictions. λ should be large if there is a relevant entry with pair (e1, e2) in the memory, so retriev-

ing this pair can help predict the masked entity e2. Different from FILM, which introduced a null

fact whose embedding knull is a learned variable, OPQL-LM introduces a learnable null relation

in the OPQL memory and constructed a null entry with key embedding knull = WT
k [me1 ; rnull]

and value embedding vnull =
−→
0 . The query is encouraged to retrieve the null entry if no relevant

pair of (e1, e2) exists in the OPQL memory. We re-use the memory key projection matrix Wk to

compute the key embedding knull.

m′
e2 = me2 + (1 − λ) · eY , λ = softmax(qT

X,Y knull) (6.1)

6.2.5 Multi-hop OPQL-LM

Some open-domain questions require multi-hop reasoning to find the answers, e.g. “Where is the

author of On the Origin of Species educated?”. To answer such questions, the model should first find

the answer of the first-hop of the question, and use the it as topic entity to answer the second-hop

of the questions. OPQL-LM can naturally solve this problem by repeating the retrieval and mixing

steps.

Let m′
e2

(t)
from Eq. 6.1 be the memory-injected contextual embedding that was used to predict

the answer of the t’th hop. In the second hop, m′
e2

(t)
becomes the embedding of the topic entities and

used to compute query q
(t+1)
X,Y for the (t + 1)’th hop. Again, we keep the relation embedding rX,Y

unchanged, but learn another projection matrix W
(t+1)
t . m′

e2
(t+1)

will be computed accordingly

with updated m
(t+1)
e2 , λ(t+1) and e

(t+1)
Y at the (t + 1)’th hop.

q
(t+1)
X,Y = WT

q [m′
e2

(t)
;W

(t+1)T
t rX,Y ]

6.2.6 OPQL-LM for Conjunction Questions

A conjunction questions, e.g. “Which English author publish his book On the Origin of Species?”,

contains more than one topic entity English and On the Origin of Species. Both topic entities can

1Since the mention of entity e1 is not masked from the input, the relation embedding rX,Y may contain some
leaked information from the topic entity e1. One could encode the relation embedding rX,Y separately from an input
where both e1 and e2 are masked. We do not take this solution as it doubles the computation cost of the expensive
Transformer layers.
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potentially help to predict the answer, e.g. with pairs (English, Charles Darwin) that describes his

nationality and (On the Origin of Species, Charles Darwin) that describes his publications. We

convert the input by appending the masked answer to the end of the question and inserting the

special tokens [R1] and [R2] accordingly, e.g. “Which English [R1] author publish his book On the

Origin of Species [R1]? [ENT] [R2]”.

A query vector qX,Y,ei is constructed for each topic entity ei, with the retrieval results eY,ei

returned from the memory. All retrieved embeddings are mixed with the contextual embedding me2

to predict the final answer

m′
e2 = me2 +

∑
ei

λi · eY,ei

where λi is the mixing weight that is determined by each query independently.

6.2.7 Pretraining OPQL-LM

We propose a second stage pretraining for OPQL-LM that learns to retrieve from the OPQL memory

and compute the mixing weight λ. Relation embeddings re1,e2 are precomputed and fixed at the

second stage pretraining. We continue training Transformer layers and the entity embedding table

E for entity linking.

We use Wikipedia passages as our pretraining data. Given an input C that contains M mentions,

we randomly select one mention as our target entity e2 and mask it with [ENT]. All other mentions

are considered topic entities {e1}. Special tokens [R1] and [R2] are inserted after mentions of topic

and target entities. Mentions of the topic entities will not be masked. Each entity pair (e1, e2)

will be treated independently. In an example with three mentions, “[ENT] [R2], an English [R1]

naturalist, published his book On the Origin of Species [R1] in 1859.”, the mention Charles Darwin

is selected as the target entity e2. Retrieval and mixing steps are performed on both topic entities

English and On the Origin of Species independently to predict the masked entity Charles Darwin.

OPQL-LM is trained on 85.6M text pieces with a length of 128 tokens.

6.3 Experiments

Next, we experiment with OPQL-LM in another realistic scenario – open-domain QA. In open-

domain QA, questions are more diverse natural language and do not contain oracle-linked entities.

In our experiments, we make a weaker assumption that mention detection has been run on the input

providing boundaries of entity mentions to the model. OPQL-LM can effectively solve open-domain

QA by retrieving relevant entries from the memory and return the corresponding values as answers

and the retrieval results from the memory can be mixed with language model predictions to further

improve the performance.
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6.3.1 Dataset

WebQuestionSP (WebQSP) has been used in previous sections.

ComplexWebQuestions (ComplexWebQ) [153] extends WebQuestionsSP to multi-hop questions.

The ComplexWebQuestions dataset contains 34,689 complex questions, including 45% composition

questions, 45% conjunction questions, and 10% others. Similar to the WebQuestionsSP dataset, we

convert Freebase MIDs to Wikidata QIDs. 94.2% of the questions are answerable.

6.3.2 Baselines

We compare OPQL with several strong open-domain QA baselines. GRAFT-Net and PullNet [149,

144] are Graph-CNN based models that are introduced in the previous experiments. BART [79] and

T5 [121] are large pretrained text-to-text Transformer models2. EaE [51] is trained to predict masked

entities, but without an external (virtual) KB memory. EaE does not have an external reasoning

module, so it requires the reasoning process performed all from the Language Model. DPR [70] is a

retrieve-and-read approach that pairs a dense retriever in the embedding space with a BERT based

reader. To extend DPR to handle multi-hop questions, we concatenate answers from the previous

hops to the question as the query for the next hop. This is referred as DPR-cascade.3 We also

include results of FILM though its external memory is built from KB.

6.3.3 Results

OPQL-LM outperforms the baseline models on both datasets (Table 6.1). We also experimented

with an ablated model OPQL-follow that only performs multi-hop relational following on questions,4

i.e. retrieved embeddings eY is directly used to make predictions. In WebQuestionsSP, the accuracy

of retrieving the relevant pair is 85.4% and that leads to 46.6% accuracy of the WebQuestionsSP

dataset. However, in ComplexWebQuestions, the coverage of OPQL memory to answer both hops

of the questions is only 22.1% for compositional questions.5 So the accuracy of OPQL-follow is

bounded. Mixing OPQL with LM can further improve the performance of OPQL-follow by 5.3% on

WebQuestionsSP and 22.4% on ComplexWebQuestions.

The entity-dependent null embedding knull is crucial for OPQL-LM. In an ablation study that

the null embedding does not depend on the topic entity e1, i.e. knull is a learned variable shared by

all entities, the performance on WebQuestions drops from 51.9 to 46.3 with the retrieval accuracy

dropping from 85.4 to 69.5. The accuracy on Complex WebQuestions drops from 40.7 to 19.3.

2WebQuestionsSP is finetuned on T5-11B. Due to hardware constraint, we finetune T5-3B for ComplexWebQues-
tions.

3We run DPR and DPR-cascade with the pretrained checkpoint on Natural Questions [75]. Finetuned DPR reader
on ComplexWebQuestions only gets 18.2% Hits@1.

4We do not assume oracle entity linking here. The model use the contextual embedding of the topic entity to
construct the query.

5This number is computed from the intermediate answers provided in the dataset. We do not use the intermediate
answers in training.
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Model WebQSP ComplexWebQ (dev)

GRAFT-NET 25.3 10.6
PullNet 24.8 13.1
BART-Large 30.4 -
EaE 47.4 31.3
DPR 48.6 24.6
DPR-cascade - 25.1
T5 49.7 38.7

OPQL-follow 46.6 18.5
OPQL-LM 51.9 40.7

+ webqsp pairs 53.7 41.1

FILM 54.7 -
SoA (KB) 69.0 (F1) 47.2

Table 6.1: Hits@1 performance on open-domain QA datasets. OPQL+webqsp pairs injects ad-
ditional data specific memories. The state-of-the-art model on WebQSP (NSM [86]) and Com-
plexWebQ (PullNet-KB [144]) both use Freebase to answer the questions. FILM has an external
memory with KB triples.

6.3.4 Injecting Entries into the OPQL Memory

We show that OPQL can efficiently injecting new pairs to the memory to improve the coverage

of knowledge at finetuning time, without having to retrain the relation encoder or LM. In the

WebQuestionsSP experiment above, the pretrained OPQL memory that contains 1.6M popular

entity pairs (800k pairs plus their inverse) only covers 54.6% of the questions, and each question

entity was only included in 8.4 pairs in the memory of pre-selected entity pairs. To improve the

coverage, we added 100 pairs per question entity with the highest PMI to the memory. The updated

memory contains 1.8M pairs and the coverage increases to 82.9%.

The result with the updated memory is presented in Table 6.1. The retrieval accuracy on ques-

tions that has relevant pairs in the memory drops from 85.4% to 62.2% as a result of adding 10 times

more pairs for each question entities, but the overall Hits@1 accuracy of the model improves from

51.9% to 53.7%. We also finetune OPQL-LM on ComplexWebQuestions dataset. The improvement

is less significant since retrieval is harder on complex questions.

6.4 Related Work

Previous work has shown that injecting an external memory constructed from KB into a LM can help

training LMs [116], improve generation tasks, [94], and enable reasoning over an updated memory

[159]. Additionally, our model’s memory scales to millions of entries, whereas most prior systems that

use KB triples have been with only a few hundreds of triples in the model at any point, necessitating

a separate heuristic process to retrieve candidate KB triples [3, 62, 168, 18, 97, 95].
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6.5 Discussion

In this chapter, we introduced methods to inject the previously discussed query languages, OPQL,

to pretrained LMs to improve their capability in answering complex questions. Experiments showed

that virtual KB-augmented language models, OPQL-LM, perform well on question answering tasks

in the closed-book manner.

Most of tasks studied in this chapter, however, assumes questions are complete, i.e. information

needed to find answers is present in questions. Therefore, questions can be mostly modeled as

relational following, i.e. X.follow(R), even though entities X and relations R in FILM and OPQL-

LM do not need to be explicitly extracted, in contrast to the plain query languages.

In the next chapter, we will study another group of question answering tasks, named conditional

question answering, where questions have one or more answers and the answers are correct under

certain conditions. This is usually because questions do not provide the complete information to

make a definite answer. Answering questions with incomplete information is a challenging topic but

has very limited research. Different from questions that have unique and definite answers, conditional

QA is more challenging because it requires models to: (1) consider all possibility of the answers,

(2) check whether the answers satisfy all required constraints given the information provided in the

question, and (3) identify the unsatisfied constraints if answers need more clarification. We will

discuss these challenges in detail in the rest of this thesis.



Part III

Answering Questions with

Conditions
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Chapter 7

ConditionalQA Dataset

7.1 Overview

In previous chapters, we discussed several methods to solve reasoning tasks for Question Answering.

For example, we studied neural-symbolic methods, NQL, EmQL, and OPQL, for reasoning tasks,

e.g. single-hop and multi-hop relational following, intersection and union, and constraints, over

symbolic and virtual knowledge bases. We further discussed incorporating these reasoning methods,

in particular for single-hop and multi-hop relational following tasks, into language models (LMs) to

improve LMs’ ability in answering complex questions.

We will discuss QA that requires a different type of reasoning in this chapter – abductive reason-

ing. In abductive reasoning, questions have answers that are only correct under certain conditions.

For example, in Figure 7.1, the document discusses “Funeral Expense Payment” and a question asks

an applicant’s eligibility. This question cannot be deterministically answered: the answer is “yes”

only if “you’re arranging a funeral in the UK”, while the answer is “no”, if “... another close relative

of the deceased is in work” is true. We call answers that are different under different conditions

conditional answers.

Conditional answers are commonly seen when questions do not contain all information needed to

get a deterministic answer, for example, when the context is so complex (in Figure 7.1) that asking

a complete question with a deterministic answer is impractical. Conditional answers are also seen

when questions are asked with implicit assumptions that are not clearly specified in the question. For

example, the question “which is the first approved Covid vaccine” has different answers in different

geographical locations. A practical way to answer incomplete questions is to find probable answers

to the question given the provided information – and if some answers are only true under certain

conditions, the conditions should be output as well. Answering such questions requires QA systems

to understand all information in the context and perform extensive reasoning to identify the answers

and conditions.
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Figure 7.1: An example of question and document in ConditionalQA dataset. The left side is a snapshot
of the document discussing the eligibility of the benefit “Funeral Expense Payment”. The text span “Her
husband” satisfies the requirement on the “relationship with the decease” (in yellow). Text pieces in green
and red are requirements that must be satisfied and thus selected as conditions for the “Yes” and “No”
answers.

Very limited work has been previously done in this challenging reasoning task, i.e. abductive rea-

soning, for answering questions with conditions. To benchmark this challenging task, we proposed

a novel dataset, ConditionalQA. In particular, we test models’ ability in identifying missing infor-

mation from questions as conditions. We discuss the collection process of the dataset and formally

define the ConditionalQA task. Experiment results with the previous state-of-the-art QA models

are reported to reflect the challenges in answering questions with conditional answers.

7.2 The Task

In our task, the model is provided with a long document that describes a public policy, a question

about this document, and a user scenario. The model is asked to read the document and find all

answers and their conditions if any.

7.2.1 Corpus

Documents in ConditionalQA describe public policies in the UK, e.g. “Apply for Visitor Visa” or

“Punishment of Driving Violations”. Each document covers a unique topic and the contents are

grouped into sections and subsections. Contents in the same section are closely related but may also

be referred in other sections. We create ConditionalQA in this domain because these documents
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are rather complex with internal logic, yet annotators are familiar with the content so they can

ask natural yet challenging questions, compared to formal legal or financial documents with more

sophisticated terms and language.

7.2.2 Input

The input to a reading comprehension model consists of a document, a question, and a user scenario:

• A document describes a public policy in the UK. Content of a document is coherent and

hierarchical, structured into sections and subsections. Documents are crawled from the website

and processed by serializing the DOM trees of the web pages into lists of HTML elements with

tags, such as <h1>, <p>, <li>, and <tr>. Please see more information in §7.3.1.

• A question asks about a specific aspect of the document, such as eligibility or other aspects

with “how”, “when”, “what”, “who”, “where”, etc. Questions are relevant to the content in

the document, even though they may be “not answerable”.

• A user scenario provides background information for the question. Some information will

be used to restrict the answers that can be possibly correct. Not all information in the

user scenario is relevant because they are written by crowd source workers without seeing

the full document or knowing the answers. Information in the scenario is also likely to be

incomplete. This setup simulates the real information seeking process of having both irrelevant

and incomplete information.

7.2.3 Output

A reading comprehension model is asked to predict the answers and the list of conditions if there is

any.

• An answer to the question has three different types: (1) “yes” or “no” for questions such as

“Can I get this benefit?”; (2) an extracted text span for questions asking “how”, “when”,

“what”, etc.; (3) “not answerable” if an answer does not exist in the document. Since the

information to get a definite answer is sometimes incomplete, besides predicting the answers,

the model is asked to identify their conditions.

• A condition contains information that must be satisfied in order to make the answer correct

but is not mentioned in the user scenario. In ConditionalQA, we restrict a condition to be one

of the HTML elements in the document instead of the exact extracted text span.1 Selected

conditions are then evaluated as a retrieval task with F1 at the element level, i.e. the model

should retrieve all HTML elements with unsatisfied information to get a perfect F1 score. If no

condition is required, the model must return an empty list. Please see §7.2.4 for more details

on evaluation.
1We argue that selecting HTML elements as conditions is already very challenging (see experimental results in

§5.3) and leave extracting the exact text spans as future work.
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7.2.4 Evaluation

We evaluate performance of models on the ConditionalQA dataset as a reading comprehension (RC)

task. Answers are measured with exact match (EM) and F1. Some questions have multiple answers.

The model should correctly predict all possible answers to get the full score. Since the order of

answers does not matter, to compute the metrics, we compare all possible permutations of the

predicted answers to the list of correct answers. We take the best result among all permutations as

the result for this example. Let {â1, . . . , âm} be the list of predicted answer and {a1, . . . , an} the

reference answers. The EM of the predicted answers is

EM = max
{ã1,...,ãm}

1

n

min(m,n)∑
i=1

sem(ãi, ai) · γm,n (7.1)

γm,n =

{
e1−m/n if m > n

1 if m ≤ n

where {ã1, . . . , ãm} is a permutation of the predicted answers {â1, . . . , âm} and sem(·, ·) is the scoring

function that measures EM between two text spans. γm,n is a penalty term that is smaller than

1 if more answers than the reference answers are predicted, i.e. m > n. We compute token-level

F1 in the similar way using the scoring function sf1(·, ·) on the extracted answer spans. For not

answerable questions, EM and F1 are 1.0 if and only if no answer is predicted.

We additionally measure the performance of answers with conditions. We adopt the same per-

mutation strategy as above, except that the scoring function will also take into account the accuracy

of predicted conditions. Let Ĉi be the set of predicted conditions for the predicted answer âi and Ci

be the oracle conditions for the answer ai. The new scoring function for the predicted answer with

conditions is

sem+c(ãi, C̃i, ai, Ci) = sem(ãi, ai) · F1(Ĉi, Ci)

where F1(·, ·) measures the accuracy of the set of predicted conditions at HTML element level.

Recall that conditions are restricted to select from HTML elements in the document. F1(Ĉi, Ci)

equals to 1 if and only if all required conditions are selected. This is different from sf1(·, ·) that

measures token level F1 of the extracted answers. If the answer does not require any conditions, the

model should predict an empty set. We simply replace the scoring function sem(·, ·) in Eq. 7.1 with

sem+c(·, ·) to compute EM with conditions.
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7.3 Data Collection

The ConditionalQA dataset is built on documents from the UK government website2. Documents

in this corpus discuss public policies in the UK and were first used in the ShARC dataset [135]. It

is particularly interesting for constructing the ConditionalQA dataset because it contains complex

contents with complex internal logic such as conjunction, disjunction, and exception (see the example

in Figure 7.1). Questions in ConditionalQA are asked by human annotators. Each example contains

a question, a scenario when the question is asked, and a document that discusses the policy that the

question asks about.

7.3.1 Documents

Documents are originally presented on the UK government website in HTML format. We crawled

the pages from the website and processed it to only keep crucial tags, that include:

• Headings <h1, h2, h3, h4>: We keep headings at different levels. This can be used to identify

the hierarchical structure in the documents.

• Text <p>: This tag is used for paragraphs for general contents. We replace descriptive tags,

e.g. <strong>, with the plain tag <p> for simplicity.

• List <li>: We keep the tags for list items, but drop their parent tags <ul> or <ol> . We

observe that very few ordered lists (<ol>) have been used in the dataset, so we will not

distinguish them.

• Table <tr>: Again, we drop their parent tags <table> to simplify the document format. We

further remove the <td> and <th> tags from cells and concatenate cells in the same row with

the separation of “ — ”.

A processed document contains a list of strings that starts with a tag, follows with its content, and

ends with the tag, e.g. [“<h1> Overview </h1>”, “<p> You can apply for ... </p>”, . . . ].

We drop some common sections that do not contain any crucial information, e.g. “How to

Apply”, to make sure that questions are specific to the topic of the documents. We further require

that a document should contain at least 3 sections. We end up with 652 documents as our corpus.

The max length of the documents is 9230 words (16154 sub-words in T5 [123]).

7.3.2 Questions

We collect questions from crowd source workers on Amazon Mechanical Turk. To encourage workers

asking questions to not be restricted to a specific piece of text, we hide the full document but

instead provide a snippet of the document to the workers. A snippet includes a table of contents

that contains section and subsection titles (from <h1> and <h2> tags), and the very first subsection

2https://www.gov.uk/parental-leave

https://www.gov.uk/parental-leave
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in the document, which usually provides a high level overview of the topic. The snippet lets workers

get familiar with the topic of this document so they can ask relevant questions. We observe that

restricting the geographic location of workers to the UK can significantly improve the quality of

questions because local residents are more familiar with their policies.

We ask the workers to perform three sub-tasks when coming up with the questions. First, we

ask the workers to provide three attributes that can identify the group of people who may benefit

from or be regulated by the policy discussed in the document. Second, they are asked to come up

with a scenario when the group will want to read this document and a question about what they

would like to know. Third, workers are asked to mark which attributes have been mentioned in

their question and scenario. When assessing the annotation quality, we find that asking workers

to provide attributes makes the questions and scenarios much more specific, significantly improving

the quality of the dataset.

We assign 3 workers to documents with four or more sections and 2 workers to documents with

three sections. Each worker is asked to give two questions and the two questions have to be diverse.

We collect 3617 questions in this stage.

7.3.3 Find Answers

We hire another group of workers to work on the answer portion of this task. Finding answers is

very challenging to crowd source workers because it requires the workers to read the full document

carefully to understand every piece of information in the document. We provide one-on-one training

for the workers to teach them how to select supporting evidences, answers, and conditions.

Workers are asked to perform three sub-tasks. The first step is to select supporting evidences from

the document. Supporting evidences are HTML elements that are closely related to the questions,

including elements that have content that directly justify the answers and the ones that will be

selected as conditions in the next step. In the second step, workers are asked to type answers and

select associated conditions. Workers can input as many answers as possible or mark the question as

“not answerable”. For each answer, they can select one or more supporting evidences as the answer’s

conditions if needed. Workers are asked not to select conditions if there is sufficient information in

the scenario to answer the question. We give workers permission to slightly modify the questions

or scenarios if the questions are not clearly stated, or they can mark it as a bad question (different

from not answerable) so we will drop it from the dataset.

We additionally perform a revision step to improve the annotation quality. We provide the

union of selected evidences and answers from multiple annotations of a question to an additional

group of annotators and let them deselect unrelated evidences and merge answers. As the amount of

information provided to workers at this step is significantly less than in the previous answer selection

stage, the annotation quality improves significantly. We end up with 3102 questions with annotated

answers.
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7.3.4 Move Conditions to Scenario

To encourage the model of learning subtle difference in user scenarios that affects the answers and

conditions, we create new questions by modifying existing questions with conditional answers by

moving one of the conditions to their scenarios.

Specifically, we show the workers the original questions, scenarios, and the annotated answers

and conditions. Evidences are also provided for workers to get them familiar with the background

of the questions and reasoning performed to get the original answers. Workers are asked to pick one

of the conditions and modify the original scenario to reflect this condition. The modified questions

and scenarios are sent back to the answering stage to get their annotations. We randomly select

a small portion of the questions that have conditional answers as inputs to this stage so as to not

affect the original distribution of the dataset. We collected 325 additional examples from this stage.

7.3.5 Train / Dev / Test Splits

We partition the dataset by documents to prevent leaking information between questions from the

same document. The dataset contains 436 documents and 2338 questions in the training set, 59

documents and 285 questions in the development set, and 136 documents and 804 questions in the

test set. Please see §7.4 for more statistics on ConditionalQA.

7.4 Dataset Analysis

The dataset consists of yes/no questions and extractive questions. Questions may contain one or

more answers, with or without conditions. The statistics of the questions are shown in Table 7.2.

Answer type Among all the answerable questions, 1751 questions have yes/no answers while the

other 1527 questions have extractive answers. 1161 of the yes/no questions have the answer “yes”,

712 questions have answer “no”, and 122 questions have both answers “yes” and “no” under different

conditions. Please see the example in Table 7.1. The average length of the extract answers is 6.36

tokens.

Condition type 803 questions have conditional answers. 390 out of the 803 questions have one

answer, but this answer is only correct if the conditions are satisfied. 173 questions have multiple

answers, each have their own conditions, i.e. the answers are different if different conditions apply.

The rest 240 questions also have multiple answers, but some of the answers require conditions while

other don’t. See examples in Table 7.1. A total of 1090 answers from 803 questions have conditions,

among which 672 answers have only one condition and 418 answers have multiple conditions.

Number of answers Besides questions that have different answers under different conditions, 339

questions have multiple deterministic answers.
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Type Scenario & Question Answer w/ [Conditions]

Single answer

Scenario: ”My father has recently
appealed for a traffic ticket.”
Question: ”How long will it take
to get a decision?”

• ”4 weeks”

Single answer
w/ conditions

Scenario: ”I applied to cut down
a tree on my land but it was
rejected 20 days ago”
Question: ”Am I still able to
appeal against it?”

• ”yes”
[”<p>You can appeal before the date the tree
replacement notice comes into effect.</p>”]

Multiple answers

Scenario: ”I will get my first
paycheck tomorrow.”
Question: ”What information
should be on my pay split?”

• ”earnings before and after any deductions”
• ”the amount of any deductions”
• ”the number of hours you worked”

Multiple yes/no
w/ conditions

Scenario: ”I am looking at buying
a new build home. I am 26 and a
first-time buyer.”
Question: ”Am I eligible to get an
Equity Loan?”

• ”yes”
[”<li>able to afford fees and interest<li>”,
”<li>sold by an eligible homebuilder</li>”]

• ”no”
[”<p>You can not apply if you had any
form of sharia mortgage finance</p>”]

Multiple extractive
w/ conditions

Scenario: ”I always walk my dog
in open spaces. I forgot to clean up
his mess yesterday.”
Question: ”How much can I be
fined for this?”

• ”$100”
[”<li>$100 on the spot</li>”]

• ”up to $1000”
[ ”<li>up to $1,000 if it goes to court</li>”]

Multiple extractive
one w/ condition

Scenario: ”I am about to apply for a
Parent of a Child Student Visa to stay
with my child for a year in the UK”
Question: ”What documents
are needed to apply for this visa?”

• ”a current passport or other travel document”
• ”proof that you have enough fund”
• ”your tuberculosis (tb) test results”
[”<li>your tuberculosis (TB) test results
if you are from a country where you
have to take the TB test</li>”]

Table 7.1: Example of questions in ConditionalQA. Text pieces that follows the answers in the
brackets are [conditions]. Some answers are deterministically correct so they are not followed by
conditions.

Type #

Answer type
yes / no 1751
extractive 1527

Condition type
deterministic 2475
conditional 803

Number of answers
single 2526
multiple 752

– not answerable 149

Table 7.2: Statistics on different types of questions.
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7.5 Challenges

7.5.1 Baselines

Evaluating existing models on ConditionalQA is challenging. In addition to predicting answers to

questions, the ConditionalQA task also asks the model to find the answers’ conditions if any of

them applies. Traditional reading comprehension models also face the challenge that the context of

questions in ConditionalQA is too long to fit into the memory of many Transformer-based models

like BERT [42] and even ETC [4]. To the best of our knowledge, no existing model fits the purpose

of this task. We modified three competitive QA models to serve as baselines to the ConditionalQA

dataset. The baseline models we implemented are described below.

ETC: ETC [4] is a pretrained Transformer-based language model that is designed for longer inputs

(up to 4096 tokens). ETC achieved the state-of-the-art on several challenging tasks, e.g. HotpotQA

and WikiHop [177, 169]. Since ETC cannot fit the entire document (with up to 16154 tokens) into

its memory, we cannot let ETC jointly predict answers and conditions, so we designed a two stage

pipeline to run ETC on ConditionalQA. In the first stage, ETC is trained as a normal reading

comprehension model to predict answers from the document by jointly encoding the questions and

documents. We adopt a sequential reading approach that reads one section at a time. The answer

with the highest probability among all sections will be considered as the final answer. We append

three special tokens “yes”, “no”, and “not answerable” for the yes/no and not answerable ques-

tions. Since it is not clear how to extract multiple answers with the Transformer-based extractive

QA model, we restrict to the number of predicted answers to one. The second stage in the pipeline

is to select conditions. Questions, answers, and documents are concatenated together into a single

input for ETC. We then use the embeddings of global tokens for sentences in ETC to predict con-

ditions. Since the number of conditions for the answer is unknown, we train the condition selection

process with a binary classification target, by labeling each global token as positive or negative. The

threshold of selecting conditions is a hyper-parameter.

DocHopper: DocHopper [147] is an iterative attention method that extends ETC for reading long

documents to answer multi-hop questions. It reads the full documents once and jointly predicts

answers and conditions. The model iteratively attends to information at different levels in the

document to gather evidences to predict the final answers. We modify the iterative process in

DocHopper for the purpose of this task: specifically, DocHopper is trained to run three iterative

attention steps: (1) attend to the supporting evidences; (2) attend to the sentence that contains the

answer; and (3) attend to the conditions. Since the query vector in each attention step is updated

with information from the previous steps, conditions attended to at the third step are aware of

the previously predicted answers. Unfortunately, DocHopper is still restricted to predicting one

answer for each question. The condition selection step in DocHopper is also trained with binary

classification loss. Different from the ETC pipeline, the three attention steps are jointly optimized.
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Yes / No Extractive
answer w/ conds answer w/ conds

majority 62.2 / 62.2 42.8 / 42.8 – / – – / –
ETC 63.1 / 63.1 47.5 / 47.5 8.9 / 17.3 6.9 / 14.6
DocHopper 64.9 / 64.9 49.1 / 49.1 17.8 / 26.7 15.5 / 23.6
FiD 64.2 / 64.2 48.0 / 48.0 25.2 / 37.8 22.5 / 33.4

human 91.4 / 91.4 82.3 / 82.3 72.6 / 84.9 62.8 / 69.1

Conditional Overall
answer w/ conds* answer w/ conds

majority – / – – / – – / – – / –
ETC 39.4 / 41.8 2.5 / 3.4 35.6 / 39.8 26.9 / 30.8
DocHopper 42.0 / 46.4 3.1 / 3.8 40.6 / 45.2 31.9 / 36.0
FiD 45.2 / 49.7 4.7 / 5.8 44.4 / 50.8 35.0 / 40.6

human 74.7 / 86.9 48.3 / 56.6 82.6 / 88.4 73.3 / 76.2

Table 7.3: Experiment results on ConditionalQA (EM / F1). Numbers are obtained by re-running
the open-sourced codes of the baselines. “majority” reflects the accuracy of always predicting “yes”
without conditions. *See discussion in text.

FiD: FiD [65] is a generative model with an encoder-decoder architecture. The encoder reads multi-

ple contexts independently and generates their embeddings. The decoder attends to all embeddings

of the context to generate the final answers. In this task, we train FiD to sequentially generate

the answers with conditions, i.e. [a1, c11, c12, . . . , a2, c21, c22, . . . ] where {a1, . . . , an} are the correct

answers and {C1, . . . , Cn} are their conditions, i.e., cij ∈ Ci is the j’th condition for the answer ai.

If Ci is empty, the model is trained to predict “NA” as the only condition for the i’th answer. FiD

can predict multiple answers as opposed to ETC and DocHopper.

Human We randomly sample 80 questions and ask human annotators to answer them. Annotators

are provided with the full instructions and 10 additional annotated examples to clarify the task. We

do not provide additional training to the annotators.

7.5.2 Results

Experiment results are shown in Table 7.3. We report the numbers on yes/no questions and ex-

tractive questions separately. The numbers in Table 7.3 show that the ConditionalQA task is very

challenging—the performance of the best model on yes/no questions is 64.9% (marginally higher

than always predicting the majority answer “yes”), and the performance on extractive questions is

25.2% EM. FiD has the best performance on extractive questions because FiD can predict multiple

answers while ETC-pipeline and DocHopper only predict one.

The performance drops significantly if answers and conditions are jointly evaluated. The best

performance on jointly evaluating answers and conditions (“w/ conditions”) in Table 7.3 is only

49.1% for yes/no questions and 22.5% EM for extractive questions. Even worse, this best result is
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Figure 7.2: EM of answers with conditions with different thresholds of confidence (eps) on conditions.
Dotted lines represent experiment results on the subset of questions that have conditional answers.

obtained when no condition is selected, i.e. the threshold of selecting conditions is 1.0. The difficulty

of selecting conditions is more obvious if we focus on the subset of questions that have at least one

conditional answer. The accuracy drops by 90% if answers and conditions are jointly evaluated.3

We also study how the threshold on the confidence scores of selecting conditions affects the

evaluation results. Results are shown in Figure 7.2. As we decrease the threshold for selecting

conditions, the EM with conditions on the subset of questions that have conditional answers slightly

improves, but the overall EM with conditions drops dramatically due to the false positive conditions.

FiD is a generative model so we can not evaluate it in the same way. In our evaluation, predictions

from the best performing FiD checkpoint also do not select any conditions.

Table 7.5 shows the best results on the subset of questions that have conditional answers. Hyper-

parameters are tuned on the subset of questions. We could possibly get better results on questions

with conditional answers with threshold ϵ < 1.0, but the improvement is still marginal.

7.5.3 Error Analysis

We manually check 200 examples in the prediction of the best performed model FiD and label

the type of errors made. The numbers are shown in Table 7.4. The most errors are made when

only a subset of correct answers is predicted. This is due to the fact that the model (FiD) has

a tendency to predict one answer for each question. The second most common errors are made

by predicting answers with the correct type but wrong value. Such errors are commonly made by

reading comprehension models in many tasks. The model made a lot of errors in yes/no questions

because they consist of around 50% of the questions. The model is good at distinguishing yes/no

questions and extractive question as producing the wrong kind of answer only makes up of 4.2% of

the errors.

3The EM/F1 w/ conditions* is non-zero on this subset of questions even if no condition is ever selected, be-
cause some questions have both conditional and deterministic answers. Models get partial credit if they predict the
deterministic answers correctly.



CHAPTER 7. CONDITIONALQA DATASET 82

Error types % Examples Correct answers Predictions

Not answerable 7.6
”Am I eligible for a tax
reduction?”

not answerable ”yes”

Wrong answer type
(yes/no vs. extractive)

4.2
”How can I check if
this design has been
registered?”

”ask the intellectual
property office to
search for you”

”no”

Wrong answer
(yes/no)

19.5
”Will it be classed as
a small vessel?”

”yes” ”no”

Wrong answer
(extractive, right type)

20.3
”How many points will
I receive on my license?”

”6” ”3”

Wrong answer
(extractive, wrong type)

9.3
”What is the account
number should I send
the money to?”

”12001020” ”hmrc”

Correct answer
w/ wrong conditions

14.4
”Can I still send simpler
annual accounts as a
micro-entity?”

”yes”,
[”$316,000 or less
on its balance sheet”]

”yes”, []

Partial answer 24.5
”What will not need to
be repeated for each trip?”

”a microchip”,
”rabies vaccination”

”a microchip”

Table 7.4: Error analysis on the predictions of the best performed model (FiD). The percentage is
the fraction of errors made in that category over all errors.

Best Overall Best Conditional

ETC 2.5 / 3.4 4.4 / 4.6
DocHopper 3.1 / 3.8 5.9 / 7.1
FiD 4.7 / 5.8 4.7 / 5.8

Table 7.5: EM/F1 w/ conditions on the subset of questions with conditional answers. “Best Overall”
uses the best checkpoints/hyper-parameters on the full dataset, while “Best Conditional” uses the
best ones on the subset of questions.

7.6 Related Works

Many question answering datasets have been proposed in the past few years [125, 124, 177, 34,

50, 75] and research on these has significantly boosted the performance of QA models. As large

pretrained language models [42, 93, 4, 11, 59, 159] achieved better performance on traditional reading

comprehension and question answering tasks, efforts have been made to make the questions more

complex. Several multi-hop QA datasets were released [177, 50, 154, 169] to test models’ ability to

solve complex questions. However, most questions in these datasets are answerable by focusing on a

small piece of evidence at a time, e.g. a sentence or a short passage, leaving reasoning through long

and complex contents a challenging but unsolved problem.

Some datasets have been recently proposed for question answering over long documents. QASPER

[34] contains questions asked from academic papers, e.g. “What are the datasets experimented in
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this paper?”. To answer those questions, the model should read several sections and collect relevant

information. NarrativeQA [107] requires reading entire books or movie scripts to answer questions

about their characters or plots. Other datasets, e.g. HybridQA [22], can also be viewed as question

answering over long documents if tables with hyper-linked text from the cells are flattened into a

hierarchical document. ShARC [135] is a conversational QA dataset that also use UK government

websites as its corpus. However, the ShARC dataset only contains yes/no questions and the conver-

sation history is generated by annotators with the original rule text in hand, making the conversation

artificial. The length of context in ShARC is usually short, such as a few sentences or a short para-

graph. While using the same corpus, ConditionalQA contains completely different questions and

new types of answers. It focuses on a new problem that has not been previously studied.

Most of the existing datasets, including the ones discussed above, contain questions with unique

answers. Answers are unique because questions are well specified, e.g. “Who is the president of

the US in 2010?”. However, questions can be ambiguous if not all information is provided in the

question, e.g. “When was the Harry Potter movie released?” does not specify which Harry Potter

movie. AmbigQA [104] contains questions that are ambiguous, and requires the model to find all

possible answers of an ambiguous question and rewrite the question to make it well specified. Similar

datasets Temp-LAMA [44], TimeQA [21] and SituatedQA [183] have been proposed that include

questions that require resolving temporal or geographic ambiguity in the context to find the answers.

They are similar to ConditionalQA in that questions are incomplete, but ConditionalQA focuses on

understanding documents with complex logic and answering questions with conditions. It’s usually

not possible to disambiguate questions in ConditionalQA as rewriting the questions (or scenarios)

to reflect all conditions of answers to make the questions deterministic is impractical.

We create ConditionalQA in the public policy domain. There are some existing domain specific

datasets, including PubMedQA and BioAsq [109, 67] in medical domain, UDC [96] in computer

software domain, QASPER [34] in academic paper domain, PrivacyQA and PolicyQA [2, 127] in legal

domain, etc. PrivacyQA and PolicyQA have similar context as ConditionalQA, but the questions

do not require compositional reasoning and the answers are short text spans. We use a corpus in the

public policy domain because it is easy to understand by non-experts while being complex enough

to support challenging questions. ConditionalQA is not designed to be a domain specific dataset.

7.7 Discussion

With preliminary experiments, we showed baseline QA models did not perform well on this challeng-

ing conditional reasoning task. The performance was especially low in predicting missing conditions.

In the next chapter, we will propose a model, T-Reasoner, which significantly improves the perfor-

mance of ConditionalQA.
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Reasoning over Logically

Interacting Constraints

8.1 Overview

Many real world questions have context-dependent answers. For example, “Which was the first

approved Covid vaccine” has different answers in different countries, i.e. geographical constraint.

Recent datasets have been proposed [44, 183, 21] to answer natural language questions under specific

constraints, e.g. “Which was the first approved Covid vaccine [in the U.S.]”. Such questions require

QA models to find candidate answers and additionally verify whether the constraints have been

properly satisfied.

In this work, we follow the direction of Question Answering with constraints but focus on a more

challenging task where the constraints are a set of conditions that interact under some complex

logical operations. An example is shown in Figure 8.1. The candidate answer “$60 a week” is

restricted by two conditions “physically or mentally disabled” and “age 59 1/2 or older”, under the

logical operator “if you are both” indicating that both conditions have to be satisfied in order to

make the answer “$60 a week” correct. In addition, answering such questions requires performing

logical reasoning over the conditions to check whether a candidate answer is eligible. The context

could be more complex as the number of conditions increases or the logical operations become more

complex. Such questions are commonly seen in many professional domains, e.g. legal and financial

domains.

Different from previous work [24] that assumes all information needed to make a definite pre-

diction is provided (which is called deductive reasoning), we do not make such assumption in the

Conditional QA task but instead ask the model to predict the most probable answer and identify

84
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Figure 8.1: Examples for the scenario-based QA task. The two examples have the same question
but different scenarios which lead to different answers. Diagrams in the blue blocks show the desired
reasoning process. The conditions in green, red, and yellow are entailed, contradicted, and not
mentioned in the scenario. In Scenario 1, the answer “up to $1200” is logically consistent with the
scenario. The condition “you didn’t claim other benefits” is an unsatisfied condition because it is not
mentioned but required to be satisfied for the answer. The other condition “partner did not claim”
is also not mentioned but is not an unsatisfied condition because whether it is satisfied will not
affect the answer. In Scenario 2, there’s not an unsatisfied condition because existing information
provided in the scenario is sufficient to predict the answer “up to $800”.

the conditions that needs to be checked if their information is not provided in the question.1 For

example (Figure 8.1), we say “age 59 1/2 or older” is a missing condition because it is required by

the candidate answer “$60 per week” but is not mentioned in the user’s scenario. Predicting missing

conditions tests a model’s ability in performing logical reasoning tasks that includes understanding

logical operations, propagating the entailment status of conditions in the logical groups, and finally

determining whether a candidate answer is eligible. In this section, we propose our method to solve

this complex logical reasoning task using neural network models.

8.2 T-Reasoner

8.2.1 Task: QA with Conditions

The scenario-based QA task requires models to find answers that are logically consistent with the

provided user scenarios which are potentially incomplete. In this work, we consider this task in the

reading comprehension (RC) setting in which a passage that contains relevant information about the

1This task is called abductive reasoning in logical inference, but we will use the term conditional QA in this section.
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question is provided. We leave the open-domain setting of this problem for future work. Specifically,

a model takes a question, a scenario, and a passage that contains answers and conditions as input

and predicts logically consistent answers and their unsatisfied conditions. Let’s consider a passage

that contains a set of conditions C = {c1, . . . , cn} and the set of eligible answers for a question under

all possible combinations of conditions A = {a1, . . . , am}. Each answer ai ∈ A is restricted by a

subset of conditions Ci ⊆ C. Conditions in Ci interact with each other under relationship Ri (Ri

is an abstract set which will not be explicitly expressed). A condition group, Gi = (Ci, Ri) is a

pair of Ci and Ri, which describes in what scenario the answer ai is correct. Note that the list of

answers A, sets of conditions Ci’s and their relationship Ri’s are not explicitly provided in training

and testing examples – models have to generate them from the passage.

We say that a condition group Gi is satisfied if its underlying logical statement that consists of

Ci and Ri has been satisfied by the scenario, for example, in Scenario 2 in Figure 7.1 where the

condition group for “up to $800” has been satisfied. Besides being satisfied, a condition group Gi

has two more possible outcomes: (1) G is partially satisfied if some of the conditions have been

satisfied but there is still some information missing so the answer is not fully supported, e.g. the

condition group of the answer “up to $1200” in Scenario 1 (Figure 7.1), and (2) Gi is contradicted

if one or more conditions in the group are contradicted which causes the answer ineligible, e.g. the

condition group of the answer “up to $1200” in Scenario 2 (Figure 7.1).

An answer ai is logically consistent with the scenario if the underlying condition group Gi is

satisfied or partially satisfied. We denote the set of logically consistent answers Ã ⊆ A. The set Ã

contains zero or more answers – the set Ã is empty if none of the answers in A is logically consistent

with the user scenario. A model should predict an answer from Ã if Ã is not empty, and mark

the question as not answerable, otherwise.2 In addition to predicting logically consistent answers,

we also perform the task of finding unsatisfied conditions C̃i. The set C̃i should be concise, i.e. it

should only include the conditions that are necessary. For example, the condition “have worked for

more than 4 years” is not an unsatisfied condition because whether it has been satisfied or not won’t

affect the output of the condition group.

In summary, we evaluate a model’s prediction of a logically consistent answer ai ∈ Ã and the

set of unsatisfied conditions C̃i for answer ai, i.e. (ai, C̃i). Answers and unsatisfied conditions in

the output are jointly evaluated.3 This task specifically challenges models’ ability in understanding

the relationship between conditions and performing logical reasoning process accordingly. We will

introduce a simple and effective model, TReasoner, to tackle this challenging reasoning task.

2An oracle model should be able to predict all answers from Ã. We consider a slightly simplified setting in this
work in which a model is only required to predict one of the answers. In our experiments, the ShARC [136] dataset
only contains questions that have a single answer, i.e. |Ã| = 1. The ConditionalQA [146] dataset contains questions
that have multiple answers, |Ã| > 1, so the performance will be sacrificed. We leave the task of predicting all logically
consistent answers as future work.

3Evaluation metrics are different in different datasets [146, 136]. Please refer to §8.3.3 and 8.3.2 for more details.
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Figure 8.2: TReasoner Overview. The entailment module independently encodes each condition
ci (along with its contextual information si). The entailment module outputs a condition embedding
si that will be input into the reasoning module to decide if conditions have been satisfied and identify
unsatisfied conditions. Other computed embeddings hi,j will be used by the decoding module to
generate answer spans (if the question has a free-form answer).

8.2.2 Model

In this section, we will discuss TReasoner which consists of an entailment module, a reasoning

module, and optionally a decoding module, to perform this challenging QA task in embedding

space.

Input The model, TReasoner, takes a question q with scenario e and a passage p as inputs and

predicts an answer ai that is logically consistent with the user scenario and a list of unsatisfied

conditions C̃i. Since the list of all conditions C for the question are not provided in the example, we

chunk the passage p into pieces and consider each piece of text as a condition ci. Conditions obtained

this way may be irrelevant to questions. We rely on the entailment module (see next) to decide

whether a condition ci is relevant and what is its relationship with others. The chunking strategy

may be different for different datasets. Please see §8.3.2 and §8.3.3 for more information. Briefly,

passages are usually chunked into sentences, short passages with 2-3 sentences, or sub-sentences

(text phrases).

Entailment Module We apply an entailment module to check whether each condition ci ∈ C

have been entailed by the user scenario. Each condition ci is checked independently, as opposed

to concatenating all conditions into a long input and checking them all at once. This strategy

significantly reduce the computation cost compared to checking all conditions at once, especially

if context is long, e.g. legal documents which are tens or hundreds of pages long (see examples in
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8.3.3). Specifically, the computation complexity of our approach is O(|C|) where |C| is the number

of total conditions, compared to a complexity of O(|C|2) otherwise.

This independent checking strategy, however, separates each condition from its context and thus

causes a lost of contextual information for conditions ci and eventually negatively impacts the model’s

performance. Thus, we extend a condition ci by adding tokens from its surroundings. For example,

the condition “the partner of the deceased when they died” is expanded to “... up to $1200 may be

awarded if both: <CDT> the partner of the deceased when they died <\CDT> you didn’t claim ...”,

where <CDT> and <\CDT> are two special tokens that mark the beginning and end of the condition

ci. Apart from making a condition ci more fluent and coherent, the added contextual tokens also

make it easier to understand the relationship between the current condition ci and other conditions

in its neighbours. We may additionally add page titles, section titles, prompts of list items, or table

headings, etc., if applicable to the expanded conditions. Please see §8.3.3 and 8.3.2 for more details.

We denote conditions with extended contextual information as si for condition ci.

We learn a Transformer model for the entailment module which takes an expanded condition si

and the question q and scenario e as input, and returns a list of vectors si,hi,1, . . . ,hi,m. The first

vector si is a summarization vector which includes several aspects of information: (1) whether the

underlying condition ci has been satisfied, contradicted, or not mentioned by the user scenario, (2)

whether the condition ci is relevant to the question, and (3) if relevant, what is its relationship with

other conditions in its neighbours. These information will be used for reasoning in the future layers.

Embeddings hi,1, . . . ,hi,m are token embeddings that will used for decoding if needed. Please see

the description of the reasoning module for more information.

si,hi,1, . . . ,hi,m = Entail(si, e, q) (8.1)

One may consider supervising this entailment module by adding classification layers on si to

explicitly predict the entailment status of condition ci and its relationship with other conditions.

However, obtaining supervision labels for these auxiliary tasks can be challenging as they are often

not provided in the example. Fortunately, we show that our proposed model, TReasoner, can be

trained end-to-end, without such intermediate supervision.

Decoding Module The decoding module generates an eligible answer âi which is potentially logi-

cally consistent to the question. The generated answer âi will not be returned until the status of its

condition group Ĝi is verified by the reasoning module (discussed below).

The decoding module is analogous to FiD [64], i.e. token embeddings from different conditions

(which are encoded separately) are concatenated for decoding. Different from [64] which was applied

to independently retrieved passages for open-domain QA, the decoding module in TReasoner is used

on coherent content, i.e. conditions from the same passage. The contextual information in the

expanded condition si helps connect conditions that are separately encoded. The decoding module

takes token embeddings for all conditions h1,1, . . . ,hn,m computed from Eq. 8.1 to generate answer
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spans. The generation task is trained with teacher forcing. We do not write out the teacher forcing

decoding loss ldecode here. Please refer to the T5 paper [122] for more information. If questions have

multiple logically consistent answers, i.e. Ã > 1, we randomly select an answer ai ∈ Ã as the label

to train the decoding module.

âi = Decode(h
(1)
1,1, . . . ,h

(n)
kn,m

) (8.2)

We consider two different types of answers: “Yes”/“No” or free-form answers. In the first case,

we simply let the model generate a special a special token [YESNO] and consider the reasoning

result from the reasoning module (see next) as the answer, i.e. the answer is “Yes” if the condition

group is satisfied (or partially satisfied) or “No” if contradicted. Since some datasets only contain

“Yes”/“No” questions, we can then safely discard the decoding module for these datasets. In the

second case, i.e. answers are free-form text spans, we will return generated spans as answers only if

their condition groups have been verified as satisfied or partially satisfied by the reasoning module.

If the condition group is contradicted, we will mark the question as not answerable.

Reasoning Module The reasoning module combines the local relationship between conditions from

their embeddings s1, . . . , sn and performs a logical reasoning process to decide the reasoning result

for a condition group Gi for the generated answer âi and to identify unsatisfied conditions C̃i.

The input to the reasoning module is a list of vectors, s1, . . . , sn for conditions c1, . . . , cn, that

are output by the entailment module (Eq. 8.1). We use another Transformer model as our reasoner,

because Transformers have the self attention mechanism which allows conditions {s1, . . . , sn} to

attend to each other, so the reasoning result of a condition group can be summarized. This is

crucial because, for example, if one of the conditions in a disjunction group is satisfied, the condition

group will be automatically satisfied regardless the status of other conditions in the same group. We

prepend a trainable vector s0 to the list of condition embeddings to summarize the reasoning result.

The output vectors ŝ0, ŝ1, . . . , ŝn will be used to predict the status of the condition group and

the unsatisfied conditions for the generated answer. The first vector ŝ0 will be used to predict the

reasoning result of the condition group. If the condition group is partially satisfied, we use the rest

of vectors, ŝ1, . . . , ŝn, to identify unsatisfied conditions. We compute loss on both reasoning and

unsatisfied condition predictions. Let Ir and Ic be the one-hot labels for the two tasks.

ŝ0, ŝ1, . . . , ŝn = Reason(s0, s1, . . . , sn)

lreason = softmax cross entropy(WT
l ŝ0, Ir)

lcond = softmax cross entropy(WT
c ŝi, Ic)

As discussed above (§8.2.1), the reasoning results of condition groups have three possible out-

comes: “satisfied”, “partially satisfied”, and “contradicted”. We merge the first two into one label

“satisfied”, and differentiate them by whether unsatisfied conditions exist, i.e. r ∈ {satisfied, contradicted}
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and its one-hot label Ir ∈ {0, 1}2.4

Labels for conditions are “entailed”, “contradicted”, “not mentioned”, “implied”, and “unsat-

isfied”, i.e. Ic ∈ {0, 1}5. The first three labels are as they are named. The label “implied” means

a condition is implied by other conditions in the condition group. For example, if one of the con-

ditions in a disjunction group has been satisfied, the rest of conditions are “implied”. The class

“unsatisfied” means it is an unsatisfied condition which must be returned together with the pre-

dicted answer. The labels may not apply to all datasets, e.g. ConditionalQA [146] only annotates

two labels “unsatisfied” vs. others, we will make changes to the loss function accordingly.

Loss Function We jointly train the entailment module and reasoning module. The final loss

function is the sum of the answer loss lreason and the condition entailment loss lcond. If the answers

contain text spans, we jointly train the decoding module ldecode as well.

l = lreason + lcond

l = lreason + lcond + ldecode

8.2.3 Finetune Pretrained Checkpoints

The entailment module and decoding module (if adopted) load pretrained LM checkpoints, e.g. T5

[122] and BART [80]. The pretrained parameters are loaded for the entailment module and then

finetuned for downstream tasks. The reasoning module is randomly initialized and jointly trained

with other modules. The number of Transformer layers in the reasoning module is a hyper-parameter.

We choose the number of layers l = 3 or l = 4. Please see §8.3.1.2 for ablation study on the number

of Transformer layers for the reasoning task. The decoding module is also finetuned. If a decoding

module is needed, we will initialize the entailment and decoding module from the same pretrained

checkpoint.

8.3 Experiments

We experiment with TReasoner on a synthetic dataset, CondNLI, and two benchmark QA datasets,

ConditionalQA [146] and ShARC [136], for scenario-based QA task.

8.3.1 CondNLI

8.3.1.1 Dataset Overview

The synthetic CondNLI dataset is derived from an existing Natural Language Inference (NLI)

dataset, MultiNLI [172]. An original NLI example contains a premise and a hypothesis, and a label

indicating whether the premise is entailed or contradicted by the hypothesis. We treat premises

4Some tasks have an additional class “irrelevant” because some questions in the dataset are not relevant to the
provided passages, i.e. Ir ∈ {0, 1}3.
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(Template)
Context: If all [A, B], then U.

If any [not C, D], then V.
Facts: a, c, not d.
Question: Is u correct?
Label: Yes, if B

(Variables)
A: Aged 59 1/2 or older. a: Tom is 65 years old.
B: Employed for two years. b: NOT USED
C: Has two children c: He has two sons.
D: Has not applied before. not d: Rejected last year.
U: Get at least $60 a week u: Eligible for $60 a week.
V: Waive the application fees v: NOT USED

Table 8.1: An example of CondNLI. Variables A, B, . . . and U , V , . . . represent the conditions and
premises. Variables a, b, . . . represent the known facts. u is the question. Each pair of variables,
e.g. (A, a), is instantiated with an NLI example.

in NLI examples as conditions and hypotheses as facts provided in user scenarios. An example is

shown in Table 8.3. The example contains four conditions, among which “Aged 59 1/2 or older”

and “Employed for two years” belong to a condition group under a logical reasoning type “all”, in-

dicating that both conditions have to be satisfied in order to “Get at least $60 a week”. The answer

statement, e.g. “Get at least $60 a week”, also comes from NLI examples. We treat the premise

of an NLI example as an answer statement and the corresponding hypothesis as the question, e.g.

is “Eligible for $60 a week” correct? In addition to the condition group and the answer statement

that is relevant to the question, we add a few more condition groups as distractors to make the

constructed dataset more challenging.

8.3.1.2 Data Construction

We first construct templates for the CondNLI examples and then instantiate the variables in the

template with real NLI examples.

Construct Templates We use capital letter A, B, . . . to represent conditions and lower-cased

letters a, b, . . . to represent the corresponding facts. We use another few letters X, Y , . . . to

represent the statements of conclusion, and lower-cased letters x, y, . . . to represent questions.

Conditions are grouped together under a logical operator that specifies the relationship between

conditions. For example, a logical operator “all” specifies that all conditions in the group must

be satisfied in order to make the condition group satisfied. Here, we consider four types of logical

operations to construct this synthetic dataset:

• “all”: all conditions under this logical type should be satisfied in order to make the answer

true.
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• “any”: only requires one of the conditions under the logical type “any” to be satisfied. It

doesn’t matter whether other conditions have been satisfied, contradicted, or not mentioned

in the question.

• “required”: This is a special case of “all” / “any” when there is only one condition. Conditions

with the logical type “required” must be satisfied.

• “optional”: Conditions have the type “optional” if they are not relevant to the question.

We pair a condition group with a conclusion statement and get a logical statement “If all (A,

B), then X”. To challenge models’ ability in identifying relevant conditions from context, we add a

few distracting statement that leads to different conclusions, e.g. “If all (not C, D), then Y ”. An

example of a context template is shown in Table 8.1.

Facts are constructed by randomly sampling a subset from all possible facts {a, b, . . . }. A

question is sampled from possible questions {x, y, . . . }. We then compute the answer (and unsatisfied

conditions if any) from the context, facts, and the question.

Generate Examples For a templates with variables A, B, X, Y , . . . , a, b, x, y, . . . , we instantiate

the variables with NLI examples to get the real data. We use the premises of original NLI examples

for conditions and conclusions, i.e. capital letter variables, and the hypothesis for question and facts,

i.e. lower-case variables. Note that sampling requires matching the entailment state of conditions,

e.g. “not d” requires sampling from NLI examples that are labeled as “contradict”.

We restrict the number of conditions in the context to 6 and randomly generate 65 distinct

templates.5 During training, we randomly pick a template and instantiate it with NLI examples to

generate real training examples. This random generation process enables creating (almost) unlimited

amount of training data. We randomly generate another 5000 examples for development and testing.

Quality Assessment Training and validation data in CondNLI are generated from NLI examples in

the training and validation split of the MNLI dataset, respectively. This ensures that NLI examples

used in validation are not exposed at training time. We control the generation process to ensure that

the automatically generated data are balanced in terms of answer labels, logical types of interacting

conditions, and number of conditions included in scenarios. Results are shown in Table 8.2. We

additionally require scenarios must have at least 4 conditions to avoid overly simple examples.

We additionally measure the Jaccard distance between premises and hypotheses of the NLI

examples used in constructing the CondNLI dataset. The token-level Jaccard distance is 27.2.

Even though token-level overlap exists, a model still needs to understand the semantic relationship

between premises and hypotheses to predict their entailment status.

Baselines Previous work [24] showed that pretrained Transformer-based Language Models, e.g.

RoBERTa [92], have the ability to reason over multiple conditions to answer a reasoning question

5Restricting the number of conditions is only for the purpose of reducing training complexity. The experiment in
Figure 8.3 (left) shows the model’s capability of generalizing to more conditions.
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Answer labels
(yes / no / negated yes / negated no
/ partially satisfied / irrelevant)

100 / 100 / 100 / 100 / 100 / 50

Logical types
(any / all / required / optional)

378 / 380 / 422 / 390

# conditions in scenario
(4 / 5 / 6)

333 / 340 / 471

Table 8.2: CondNLI statistics. The table shows the statistics of 550 randomly generated examples.
The answer labels “negated yes” and “negated no” mean negation exist in rule templates. We set
the minimum number of conditions in scenarios to 4 to avoid overly simple example. Each example
may contain multiple logical types.

Context: If all: [
“Aged 59 1/2 or older”,
“Employed for two years”

] then“Get at least $60 a week”.
If any: [

not “Has two children”,
“Has not applied before.”

] then “Waive the application fees”.

Question: Is “Eligible for $60 a week” correct?
Scenario: [“65 years old”, “Rejected last year”]
Answer: Yes, [“Employed for two years”]

Table 8.3: An example in CondNLI. The answer is
“Yes” with unsatisfied conditions [“Employed for
two years”].

Ans (acc) Conds (F1)

T5 (w/ FiD) 85.6 80.4
ETC 91.4 82.7
TReasoner 95.0 91.3

Table 8.4: Experiment results on the syn-
thetic CondNLI dataset in answer accuracy
(Ans) and conditions F1 (Conds).

6 8 10 15 20

T5 (w/ FiD) 85.6 85.2 85.3 82.2 74.1
TReasoner 95.0 94.3 94.5 92.8 91.7

Table 8.5: Experiment results in generalizing
to more conditions at inference time.

in the deductive reasoning setting, e.g. “if A and B then C” with facts on both conditions A and B

provided. However, examples in CondNLI are usually longer and won’t fit into RoBERTa’s memory.

Equivalently, we experiment with two other language models, T5 [122] (with the FiD strategy [64]

to adapt to longer input) and ETC [5], on the CondNLI dataset.6 In ETC, we use the global tokens

to predict unsatisfied conditions. In T5, To simplify the generation task, we assign an id to each

condition and let FiD generate unsatisfied condition ids. We also compare TReasoner with T5 on

inputs that contains more conditions to test their generalization ability.

8.3.1.3 Experimental Results

The experiment results are shown in Table 8.4. We measure both the accuracy of label prediction and

the F1 of unsatisfied conditions. The results show that TReasoner performs significantly better than

pretrained LMs, T5 and ETC, in both predicting correct answers (Ans) and unsatisfied conditions

(Conds) on CondNLI. We additionally test TReasoner’s ability in generalizing to more conditions.

We train TReasoner on templates with 6 conditions or fewer and test it on the examples with more

6Examples in CondNLI exceeds the limit of 512 tokens in RoBERTa.
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Figure 8.3: Left: Generalization results of reasoning over more conditions. Right: Results on the
ablated model with different numbers of Transformer layers in the reasoning module. We report
both label accuracy and F1 of unsatisfied conditions. “any & all” indicates the subset of validation
data in which conditions interact each other under the relationship of “any” and “all”.

than 6 conditions. Figure 8.3 (Left) shows the change of performance in both label classification

and unsatisfied condition prediction tasks as the number of conditions increase. We observe some

decrease in performance in both tasks, but it is still reasonable with 20 conditions. Furthermore, we

experiment with different numbers of layers in the reasoning module (Right). The Transformer-based

reasoning module needs at least 3 layers for the reasoning task, especially for predicting unsatisfied

conditions.

8.3.2 ShARC

8.3.2.1 Dataset

In the second experiment, we run TReasoner on a real scenario-based QA dataset, ShARC [136],

that has complex passages and many conditions. An example in ShARC contains a passage, a

user question, and a user scenario which is expressed in a conversation history between a user and

a machine. A model is expected to find an answer to the user’s question, or raise a clarification

question for the unsatisfied conditions. Answers in this dataset are restricted to one of the following

labels: “yes”, “no”, “inquire”, and “irrelevant”. The first three labels are equivalent to “satisfied”,

“contradicted”, and “partially satisfied”. “irrelvant” is a new label that should be predicted if the

conversation history and the question are irrelevant to the provided passage. This task of predicting

answers is called “Decision Making” in their original ShARC paper [136] and evaluated as micro and

macro accuracy. In addition to the “Decision Making” task, they consider another task “Question
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Generation” which is equivalent to predicting unsatisfied condition in TReasoner,7 evaluated with

BLEU 1 and BLEU 4 scores. Compared to CondNLI, where conditions and their relationship are

clearly mentioned in the context, conditions are embedded in the context in ShARC examples, e.g.

Figure 7.1.

8.3.2.2 Implementation Details

Different from ConditionalQA, where each sentence in the context is treated as a condition, con-

ditions in the ShARC dataset are shorter and are sometimes short phrases (sub-sentence). For

example, the context “If you are a female Vietnam Veteran with a child who has a birth defect,

you are eligible for ...” contains two conditions, “If you are a female Vietnam Veteran” and “with

a child who has a birth defect”.8 In order to handle sub-sentence conditions, we follow the strategy

proposed in two of the baseline models, DISCERN [54] and DGM [113], that split a sentence into

EDUs (Elementary Discourse Units) using a pretrained discourse segmentation model [84]. The

discourse segmentation model returns a list of sub-sentences, each considered as a condition.

While we could treat each condition independently as we did previously for other datasets,

the segmented EDUs are different in that they are not full sentences and may not retain their

semantic meaning. Thus, we consider using the full context (usually less than 512 tokens) as the

contextual information for condition ci, i.e. the expanded condition si includes the full context, but

the condition ci is highlighted using the special tokens <CDT> and <\CDT>.

We do not need the decoding module for the ShARC dataset, so we can safely discard it. We

initialize the entailment module with ELECTRA [23]. The previous state-of-the-art baselines [113,

54] use ELECTRA to initialize their model. We use the same pretrained checkpoint to make a fair

comparison.

For the question generation task, we use the same input s as in decision making, except that

we replace the prefix “condition:” with “unsatisfied condition:” for “unsatisfied” conditions. We

fine-tune a T5 model for question generation.

8.3.2.3 Baselines and Experimental Results

We compare TReasoner to several strong baseline models, including the previous state-of-the-art

models, DISCERN [54] and DGM [113]. Different from the baseline models, which use pipeline

systems to separately predict answer labels and unsatisfied conditions, TReasoner performs the two

tasks jointly. The results are shown in Table 8.6. TReasoner outperforms the previous baselines by

3 points on the “Decision Making” task and more than 8 points on the “Question Generation” task.

TReasoner also significantly outperforms other baseline models [136, 187, 162, 77, 53, 54, 113].

7Unsatisfied conditions are then paraphrased into questions, e.g. “Aged 59 1/2 or older” is paraphrased to “Are
you aged 59 1/2 or older?”

8It is arguable that this could be generally treated as one condition, but it is treated as two conditions with the
logical operator “all” in the ShARC dataset.
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Decision Question
(micro / macro) (BLEU1 / 4)

CM 61.9 / 68.9 54.4 / 34.4
BERTQA 63.6 / 70.8 46.2 / 36.3
UcraNet 65.1 / 71.2 60.5 / 46.1
Bison 66.9 / 71.6 58.8 / 44.3
E3 67.7 / 73.3 54.1 / 38.7
EMT 69.1 / 74.6 63.9 / 49.5
DISCERN 73.2 / 78.3 64.0 / 49.1
DGM 77.4 / 81.2 63.3 / 48.4
TReasoner 80.4 / 83.9 71.5 / 58.0

Table 8.6: Experimental results on the ShARC dataset. Numbers for the baseline models [136, 187,
162, 77, 53, 54, 113] are borrowed from [113].

Decision Question Condition
(micro / macro) (BLEU1 / 4) (F1)

T5 63.7 / 68.2 57.3 / 48.2 44.0
DISCERN 74.9 / 79.8 65.7 / 52.4 55.3
DGM 78.6 / 82.2 71.8 / 60.2 57.8
TReasoner 79.8 / 83.5 71.7 / 60.4 69.2

Table 8.7: Results on the ShARC dataset (dev) compared to the baselines. The Condition (F1)
numbers are from open-sourced codes [54, 113].

Ablation: Condition Accuracy. One problem with the ShARC Question Generation task is that

only one of the unsatisfied conditions is annotated, even though multiple unsatisfied conditions exist.

To further evaluate TReasoner’s performance in predicting all unsatisfied conditions, we manually

annotate the logical operations in 20 contexts that have more than one condition (857 data total),9

and use the annotated logical operations to find all unsatisfied conditions. We report the F1 of the

predicted unsatisfied conditions (see Table 8.7). Compared to the baselines [54, 113], TReasoner

improves the F1 by 11.4 points.

Ablation: Label Accuracy v.s. Conditions. We additionally measure the accuracy versus the

number of conditions in the context. Results in Table 8.8 show that the improvement in TReasoner’s

performance over the previous state-of-the-art model (DGM) mostly comes from questions that have

9Each context in ShARC has 32.9 data on average.

# conditions 1 2 3 4

DGM 90.4 70.3 80.0 73.4
TReasoner 90.3 72.7 80.6 75.2

diff -0.1 2.4 0.6 1.8

Table 8.8: Ablated results on ShARC on answer accuracy vs. number of conditions. Numbers of
DGM [113] are obtained from open-sourced codes.
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Yes / No Extractive
EM / F1 w/ conds EM / F1 w/ conds

majority 62.2 / 62.2 42.8 / 42.8 – / – – / –
ETC 63.1 / 63.1 47.5 / 47.5 8.9 / 17.3 6.9 / 14.6
DocHopper 64.9 / 64.9 49.1 / 49.1 17.8 / 26.7 15.5 / 23.6
FiD 64.2 / 64.2 48.0 / 48.0 25.2 / 37.8 22.5 / 33.4
TReasoner 73.2 / 73.2 54.7 / 54.7 34.4 / 48.6 30.3 / 43.1

Conditional Overall
EM / F1 w/ conds EM / F1 w/ conds

majority – / – – / – – / – – / –
ETC 39.4 / 41.8 2.5 / 3.4 35.6 / 39.8 26.9 / 30.8
DocHopper 42.0 / 46.4 3.1 / 3.8 40.6 / 45.2 31.9 / 36.0
FiD 45.2 / 49.7 4.7 / 5.8 44.4 / 50.8 35.0 / 40.6
TReasoner 51.6 / 56.0 12.5 / 14.4 57.2 / 63.5 46.1 / 51.9

Table 8.9: Experimental results on ConditionalQA (EM / F1). The “EM/F1” columns reports
the original EM/F1 metrics that are only evaluated on the answer span. The “w/ conds” is the
conditional EM/F1 metric discussed in §7. Numbers of the baseline models are obtained from §7.

more than one condition.

8.3.3 ConditionalQA

8.3.3.1 Dataset

In the third experiment, we run TReasoner on ConditionalQA proposed in Chapter 7, which contains

longer context (documents), more conditions and more complex relationship between conditions.

Furthermore, the ConditionalQA dataset contains a mixture of “Yes”/“No” questions and questions

with free-form answers.

The context in ConditionalQA is provided as a list of HTML elements. We treat each element

at the leaf of the DOM tree as a condition ci, and prepend all its parents (from its direct parent to

the root) to get an expanded condition si.

Since we need the decoding module to generate answer spans, we initialize the model with T5,

i.e. we use parameters from the encoder to initialize the entailment module, and use decoder to

initialize the decoding module. The reasoning module is randomly initialized.

Results are evaluated with both EM/F1 on predicted answer spans, and Conditional EM/F1 on

answer spans and unsatisfied conditions combined.

8.3.3.2 Baselines and Experimental Results

We compare TReasoner with several strong baselines, including ETC (in a pipeline) [5], DocHopper

[148], and T5 (with FiD) [64]. The ETC pipeline first extracts possible answers from the context

and then predict unsatisfied conditions independently. DocHopper is a multi-hop retrieval system
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Answer
(w/ conds)

Conditions
(P / R / F1)

T5 w/ FiD 3.2 / 4.6 98.3 / 2.6 / 2.7
TReasoner 10.6 / 12.2 34.4 / 40.4 / 37.8

T5 w/ FiD (conditional only) 6.8 / 7.4 12.8 / 63.0 / 21.3

Table 8.10: Ablated results on ConditionalQA in predicting unsatisfied conditions.

that iteratively retrieves evidence which contains answers and unsatisfied conditions. T5 (w/ FiD) is

a encoder-decoder model. We train T5 (w/ FiD) to generate answers followed by a list of unsatisfied

conditions ids. The experimental results are presented in Table 8.9. TReasoner significantly outper-

forms the baselines in predicting answers and jointly predicting answers and unsatisfied conditions –

a relative improvement of 148% (Conditional) and 27.8% (Overall) in conditional F1 (F1 w/ conds).

Ablation: Condition Accuracy Since there’s not a metric that only measures the quality of

predicted conditions, we additionally report the F1 of the predicted unsatisfied conditions (Table

8.4). The best baseline models, T5 (w/ FiD), rarely predicts any conditions. Even though we

train T5 (w/ FiD) only on the subset of questions that have conditional answers to force it predict

unsatisfied conditions, its performance slightly improves but is still much lower than TReasoner by

16.5 points in condition F1.

8.4 Related Work

The task proposed by [24] is commonly referred to as deductive reasoning where all information

required to find a definite answer is provided. Other models have been developed for deductive

reasoning with symbolic rules [25, 27, 142, 129, 130]. Embedding-based methods [142, 129, 130]

first convert symbolic facts and rules to embeddings and then apply neural network layers on top

to softly predict answers. These models differ from our work in that the symbolic structure of the

rules is typically known, whereas in our model it is implicit in a document.

Other recent work in deductive reasoning focused on tasks where rules and facts are expressed in

natural language [155, 134, 24, 71]. Such tasks are more challenging because the model has to first

understand the logic described in the natural language sentences before performing logical reasoning.

Many of these models rely on rules that are produced by templates, or templated rules that have

been paraphrased by crowd workers. In our work, the logical interactions analogous to these rules

are implicit in real-world documents.

Different from most reasoning tasks, the task considered in this paper provides a list of conditions

that, if true, would support an answer. Identifying such conditions is usually called abductive

reasoning, as opposed to deductive reasoning. Very limited work has explored abductive reasoning

for QA. Previous work [53, 54, 113] on the ShARC [136] dataset propose to solve this problem by
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predicting a special label “inquire” if there was not enough information to make a definite prediction.

Specifically, EMT and DISCERN [53, 54] computed an entailment vector for each condition and

performed a weighted sum of those vectors to predict the final answer. DGM [113] additionally

introduced a GCN-based model to better represent the entailment vectors. Even though these

models were able to predict the answer labels as “inquire” when there were unsatisfied conditions,

none of them predict which conditions needed to be further satisfied, unlike our model. Our model

is also more scalable than these, as it does not require concatenating a full context and a question.

8.5 Discussion

In this chapter, we proposed methods for the ConditionalQA task which focuses on new challenges in

developing intelligent QA systems beyond relational following X.follow(R). Specifically, we looked

at questions that are under-specified, so answers are only correct under different conditions. The

ConditionalQA dataset assumes that answers are constrained by a provided list of conditions, and

that the conditions interact under complex logics, called condition groups. A challenging reasoning

task is to check if any conditions in the logical groups have not yet been satisfied, given their

interaction with others.

We tackled this challenge by proposing a novel model, T-Reasoner in this chapter. T-Reasoner

modeled the condition verification process within logical groups with a Transformer model. The

proposed method worked well in the reasoning task in both predicting the correct answers and

accurately identifying conditions that are not yet satisfied.

The ConditionalQA task studied in this chapter assumes a list of candidate conditions are pro-

vided in the context. However, for questions in the open domain, candidate conditions are not

known until retrieved from a open source of knowledge. In the next chapter, we study the problem

of retrieving conditions and then identifying unsatisfied conditions for questions in open domain.

We refer this task as Question Disambiguation.



Chapter 9

Disambiguating Open Domain

Questions

9.1 Overview

Most previous research in open-domain QA focuses on finding the most probable answer to a question

[69, 74]. However, many questions are ambiguous, and hence have multiple possible answers, each

of which is correct under some interpretation of the question (i.e. conditions). For example, “Where

is the home stadium of the Michigan Wolverines?” has different answers depending on whether

one interprets the question as being about “football” or “basketball”. A practical way to answer

such ambiguous questions, for example, is to say the answer is “the Michigan Stadium” under the

condition “football” or “Crisler Center” under the condition “basketball”. Several datasets have

been proposed recently that test models’ ability to predict all possible answers [183, 43, 145] and

find unique conditions for those answers [104, 141].

The tasks of finding all possible answers, and finding conditions for the answers, have been shown

to be very challenging for existing models. Different from the ConditionalQA task proposed in the

previous chapter, questions in open-domain do not have a list of candidate conditions to select from.

Instead, answers and conditions should be retrieved from text corpus. This requires retrieving and

aggregating diverse information [104, 141]. However, passages found by retrieval models such as

BM25 and DPR [70] often lack diversity, i.e. the top-ranked passages commonly mention the same

answers. While increasing the number of retrieved passages can increase recall of answers, it makes

the answer prediction process more expensive—often quadratically more expensive.1

1The complexity of a Transformer-based reading comprehension model has the complexity of O(N2) where N is
the number of tokens.

100
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Rather than retrieving passages, an alternative way to implement a retrieve-and-read question-

answering system is to extract information from a corpus, and retrieve the extracted information.

Several recent systems have proposed extracting information as question and answer (QA) pairs

[83, 19, 20, 173]. To answer open-domain questions, models retrieve generated QA pairs as evidence,

rather than retrieving passages. Compared to passages, questions easier to retrieve, and are much

shorter (usually 10 to 20 tokens, while passages commonly contain hundreds of tokens). Therefore,

more questions can be retrieved, to increase the recall of answers.

In this chapter, we study the use of generated QA pairs in answering ambiguous questions. First,

we construct a new database of questions from Wikipedia, named SIXPAQ (Synthesized question

Interpretations to eXtend Probably Asked Questions), which contains 127 million questions and

137 million answers. Among the generated question, 5.8 million questions have more than one an-

swer.2 SIXPAQ doubled the size of the previous database of question (PAQ), and more importantly,

improves the recall of answers by 30% on two open-domain QA datasets with ambiguous questions.3

Second, we show that retrieving from SIXPAQ leads to more diverse answers and therefore higher

answer recall on two benchmark QA datasets with ambiguous questions, AmbigQA [104] and We-

bQuestionsSP [181], with an improvement of up-to 6.7 point in recall@10. Third, we show that

retrieving questions from SIXPAQ improves the performance of the ASQA task [141], a very chal-

lenging task of long-form question answering in summarizing and comparing answers of ambiguous

questions. It improves the baselines by 1.9 points in DR and achieves a state-of-the-art on ASQA.

9.2 SIXPAQ

We construct SIXPAQ from Wikipedia. SIXPAQ contains 127 million questions and 137 million

answers. The construction process involves three stages: answer detection, question generation, and

answer verification. We discuss each stage in detail in this section and compare each stage to another

popular database of questions, PAQ [83].

9.2.1 Source

We use the dump of Wikipedia preprocessed by DPR [70] as inputs to generate questions. In DPR’s

dump, Wikipedia articles are chunked into passages which contain 100 tokens. The preprocessed

dump of Wikipedia contains 21 million passages. Since many of the question interpretations in

ASQA involve less popular entities, we generate questions from all 21 million passages. In contrast

PAQ generates from only 9.1 million passages (filtered by a learned question selection model).

2Some questions in SIXPAQ are semantically the same. Those questions are not counted in the 5.8 million
questions.

3Please see §9.2.6 for more information on the evaluation of answer coverage.
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9.2.2 Stage 1: Answer Detection

A Wikipedia passage usually contains multiple pieces of information and thus questions can be

asked from different perspectives. We let the question generation process to be answer-conditioned

to reflect this observation. During generation, possible answers are first detected and then questions

are generated for every detected answer [83, 20].

We model the answer detection step as a sequence-to-sequence (seq2seq) generation problem with

a T5 model [123].4 We do not use a Named Entity Recognition (NER) model for answer prediction,

as used in PAQ [83]. The input of the generation task is a Wikipedia passage and the output is a

text span that is likely to be the answer to some questions. The answer detection model (with a

pretrained T5) is finetuned on NQ [74]. We use beam search with beam size of 32 to generate multiple

outputs, but filter these outputs with two heuristics. First, we require the generated spans to be

sub-strings of the Wikipedia passage. Second, we merge spans which are identical after removing

articles and punctuation. We end up with 283 million answers detected from 21 million Wikipedia

passages.

9.2.3 Stage 2: Question Generation

Given answers detected from a Wikipedia passage, we then train a model to generate questions for

the specific answers. Again, we finetune a T5 model for the question generation task. An input

for question generation contains a passage and a target answer, e.g. “answer: Michigan Stadium

context: The Michigan Stadium is the home stadium ...”. An expected output should first repeat

the target answer and then generate a question, e.g. “answer: Michigan Stadium question: Where

is the home stadium ...”. In preliminary experiments, encouraging the model to first repeat the

answers generally improves the quality of questions by making generated questions more specific to

target answers.

We use question and answer (QA) pairs from AmbigQA [104] to train the question generation

task. Questions in AmbigQA originate from NQ but are revised by adding additional answer-specific

information from passages to questions to remove ambiguity. This departs from most prior QG work,

which generally trains models on SQuAD [125] or NQ [74]. While AmbigQA is smaller than either

of these datasets, the questions are more natural than SQuAD (where questions were formulated by

crowdworkers looking at the passage) and better-grounded than NQ (since questions are revised by

crowdworkers looking at the passaege), which seems to be a happy medium in producing natural

questions with minimal hallucination[10].

We use greedy search at inference time to generate one question per answer. While PAQ used

beam search (with a beam size of 4) to increase the number of generated questions [83], we find that

questions generated from beam search are often very similar to each other. Having near-duplicate

4We use the pretrained T5-11B model for all subtasks in constructing SIXPAQ to ensure the high quality of data.
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questions makes the database larger but does not increase the utility of the database for most

downstream tasks.

9.2.4 Stage 3: Answer Verification

Questions generated from the previous step are sometimes invalid – i.e. some questions may not

be answerable from the provided passages, or the correct answers to the generated questions are

different from the answers from which the questions are generated. Therefore, an additional answer

verification step is needed.

We train a question answering (QA) model in the reading comprehension setting to perform

the answer verification task. In particular, the model takes a passage and a generated question

to predict an answer. If an answer does not exist in the passage, the model should predict “not

answerable”. We finetune a T5 model on SQuAD v2 [124], a reading comprehension dataset which

contains unanswerable questions. During verification, we drop questions if their predicted answers

are “not answerable” or different from their original answers.5 After the verification step, 156 million

questions are left.

The question generation process often produces questions that are ambiguous in an open-book

setting, i.e. they have multiple answers. This is expected since many NQ questions are themselves

ambiguous [104] when considered carefully. In PAQ, questions that have multiple open-book answers

are filtered by running an open-book QA system and discarding questions with an open-book answer

different from the one used for generation. This has several disadvantages: it is expensive, since

open-book QA is expensive to run; it is relatively noisier than our proposed QA-based filter, since

open-book QA is less accurate than machine-reading style QA; and it filters out more than 76% of

the generated questions, and it is not actually appropriate for some downstream applications (such

as the ones considered in §9.3.2), where questions are used in conjunction with the passages from

which they were generated.

9.2.5 Statistics

We merge the question and answer pairs by merging pars with identical questions and end up

with 127 million unique questions, among which 14.3 million questions have more than one answer

mention, and 5.8 million questions have more than one unique answer.6

9.2.6 Coverage of Answers

We measure the coverage of answers of SIXPAQ on two benchmark datasets of ambiguous questions

with multiple answers, AmbigQA [104] and WebQuestionsSP (WebQSP) [181]. We evaluate the

5We normalize the original and predicted answers before comparison using scripts provided by [125].
6Merging is performed by word matching, even though many questions are semantically same.
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AmbigQA WebQSP NQ
Ans QA Ans QA Ans QA

PAQ 83.0 45.1 81.9 48.5 89.9 70.3
SIXPAQ 89.2 79.3 89.9 82.5 92.0 85.6

Table 9.1: Recall of answers of SIXPAQ on AmbigQA (dev), WebQuestionsSP (test) and NQ (dev).
“Ans” represents the recall of answers by matching answer strings (after normalization steps). “QA”
is evaluated on 100 randomly selected question by human annotators by checking whether questions
of the matched answers in the database are actually relevant.

exact match of answer spans after normalizing the answers. The recall of answers is shown in Table

9.1. The recall of SIXPAQ is 6.2% higher than PAQ on AmbigQA and 8% higher on WebQues-

tionsSP (WebQSP). In addition, we measure the coverage of answers from NQ as a reference for

non-ambiguous questions. SIXPAQ improves the coverage of answers by 2.1%.

However, QA pairs in the databases that contain the answers are sometimes irrelevant to the

questions asked. For example, (“What is the largest stadium in the US?”, “the Michigan Stadium”)

may not used to answer the question “Where is the home stadium of the Michigan Wolverines?”

Therefore, the recall of answers is insufficient. To measure the true recall, we manually examine

100 questions to check whether the questions are relevant. We denote this metric as “QA” in Table

9.1. The true recall of QA pairs in SIXPAQ is 30% higher than PAQ on both AmbigQA and

WebQuestionsSP (WebQSP) datasets. For non-ambiguous questions (NQ), the recall improves by

15.3%.

9.3 SIXPAQ for Answering Ambiguous Questions

In this section, we propose methods which consume SIXPAQ for two important tasks in answering

ambiguous questions, including retrieving passages with diverse answers, and generating long outputs

to discuss the difference between multiple answers for question disambiguation.

9.3.1 Retrieval of Diverse Passages

One common problem with existing retrieval models [70, 112] for open-domain QA is the lack of

diversity of the retrieved results [103], i.e. only a subset of correct answers are obtained from

the top-retrieved passages. This restricts models’ performance in predicting multiple answers and

in comparing different answers. We show that we can get more diverse passages indirectly, by

first retrieving similar generated questions q′ given a input question x, and then using as the final

retrievals the passages from which the q′’s here generated.

Retrieving questions q′ given a question x is analogous to retrieving passages from text corpora,

so any existing retrieval method can be applied. In this work, we use a sparse retrieval model, BM25,
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Answers Context Revision 1 Revision2

Michigan
Stadium

Michigan Stadium, nicknamed “The
Big House”, is the home stadium for
the University of Michigan men’s
football team (Michigan Wolverines)
in Ann Arbor, Michigan. Michigan
Stadium was built in 1927 , and it is
the largest stadium in the US...

Where is the home
stadium of Michigan
Wolverines men’s
football team?

Where is the home
stadium of Michigan
Wolverines men’s
football team
built
in 1927?

Crisler
Center

Crisler Center (formerly known as the
University Events Building and Crisler
Arena) is an indoor arena located in
Ann Arbor, Michigan. It is the home
arena for the Michigan Wolverines
men’s and women’s basketball ...

Where is the indoor
home stadium of
Michigan Wolverines?

Where is the indoor
home stadium of
Michigan Wolverines
men’s and women’s
basketball?

Table 9.2: Examples of revisions of a question “Where is the home stadium of Michigan Wolverines?”
(not an exclusive list). Depending on different answers, questions are revised at each revision step to
add additional answer-specific information. We consider question revision as a question expansion
step which moves information from passages to questions.

and a state-of-the-art dense retrieval model, GTR [112]. GTR was originally designed for passage

retrieval but the query encoder and passage encoder in GTR share parameters, so, we can directly

use it to encode and retrieve questions as well. We use GTR-large and finetune the checkpoint of

GTR on NQ-open [74] in our experiments.

Questions retrieved from SIXPAQ are then mapped to passages where those questions were

generated. With an input question x, the score for a passage pi is

s(x, pi) = maxq′∈GEN(pi)f(x, q′) (9.1)

where GEN(pi) is the set of questions generated from the passage pi and f(x, q′) is the retrieval

score of the question q′ ∈ GEN(p) from BM25 or GTR. We denote this method as “max” in the our

experiments (§9.4.1).

In addition, we propose another simple heuristic to map questions to passages. It returns passages

from which the most top-k retrieved questions are generated. We use k = 50 in our experiments.

This method is denoted as “count” in our experiments (§9.4.1).

sc(x, pi) = |{GEN(pi) ∩ argmaxk,q′f(x, q′)}| (9.2)

9.3.2 Ambiguous QA with Long Outputs

In the second task, we investigate the challenging task of answering ambiguous questions with long

outputs summarizing multiple answers to the questions. For ambiguous questions that have different

answers, one practical way to answer such questions is to specify under what conditions answers are
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correct. For example, for the question “Where is the home stadium of Michigan Wolverines?”, in

addition to predicting a list of answers, {“Crisler Center”, “Michigan Stadium”, ...}, a QA system

should clarify that “Crisler Center” is the home stadium of the Michigan basketball team while

the “Michigan Stadium” is the home of the football team. The ASQA task proposed to answer

ambiguous questions by summarizing the multiple answers into short paragraphs, e.g. “The home

stadium of Michigan Wolverines men’s football is the Michigan Stadium, while the stadium of its

men’s basketball team is the Crisler Center. Crisler Center is also the home stadium for Michigan

Wolverines women’s basketball”.

Previous models simply retrieve passages from a text corpus and generate answers from the

retrieved results. However, the retrieved passages are usually long and contain information irrelevant

to the answers. We propose to retrieve questions from SIXPAQ as a concise representation of

question-specific information from passages. We additionally propose a question revision step which

operates on the retrieved questions to include more detailed information for the disambiguation task.

Question Revision While the questions in SIXPAQ are fairly unambiguous, we also explored

approaches to make the questions include more information from the passages from which they

were generated. We trained a sequence-to-sequence model to extract answer-specific information

from passages where SIXPAQ questions are generated and rewrite the questions to include such

information. Examples of questions before and after revision are shown in Table 9.2: e.g., the

model locates the information “men’s football” from the context “... is the home stadium for the

University of Michigan men’s football team (Michigan Wolverines) in Ann Arbor ...” and adds it to

the initial question. The revised question, “Where is the home stadium of the Michigan Wolverines

men’s football team built in 1927?”, contains information {“men’s football”, “built in 1927”} that

is specific to the answer “Michigan Stadium”. Compared to passages with hundreds of tokens, the

revised questions are more concise in capturing information that is specific to answers.

We finetune a T5 model to perform the question revision task. The T5 model is trained with

data provided as auxiliary information in the ASQA dataset [141], which contains revised questions

for different answers ai and passages pi provided to human annotators to write the revised questions

q′i.
7 The question revision model takes an ambiguous question q, an answer ai, and a passage pi to

generate a revised question q′i. The input and output of the model are shown below.

input = question: q + answer: ai + passage: pi

output = answer: ai + revised: q′i

At inference time, we repeat the revision process k times to increase the amount of information

added to original questions. In the experiments, we use k = 2 because we observe the model tends to

generate identical questions if k > 2. The revised questions have an average length of 14.5 compared

7The revised questions originate from the AmbigQA [104] dataset. ASQA conducted additional annotation and
included more auxiliary information, such as passages for question revision.
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to original questions, which average 9.0 words long.

Long-form Answer Generation After revision of the top-retrieved SIXPAQ questions, we perform

a generation task, to summarize the differences between multiple answers of the ambiguous questions.

In addition to the revised questions from SIXPAQ, we also retrieve a few passages from Wikipedia for

generating long-form answers. We find retrieving passages is necessary for ASQA—perhaps because

during annotation annotators were encouraged to include background information in the long-form

answers. Such information is not specific to any answer, so merely retrieving from SIXPAQ does not

provide the necessary information. To mitigate this problem, we follow the baseline to also include

top n passages retrieved by JPR [103] from Wikipedia [141].8 The inputs to the generation model

are thus a concatenation of the original question q, answers and retrieved questions {(ai, q
′
i)}, and

retrieved passages {pj}. The target outputs are the long answers provided in ASQA. We finetune a

T5-large model [123] for this generation task.

input = question: q + conditions: a1, q′1, ... + passages: p1, ...

9.4 Experiments

In this section, we discuss the experimental results for retrieving diverse passages and generating

long-form answers for ambiguous questions.

9.4.1 Retrieval of Diverse Passages

Dataset We use AmbigQA [104] and WebQuestionsSP [181] in our experiments. AmbigQA is an

open-domain QA dataset derived from NQ [74] which contains questions that are ambiguous and

thus have multiple possible answers. WebQuestionsSP (WebQSP) [181] is another dataset which

contains open-domain questions asked by web users, and a subset of the questions have multiple

answers. We only evaluate on multi-answer questions (in both datasets) in this experiment: 1172

questions in the AmbigQA dev set and 809 questions in the WebQuestionsSP test set have multiple

answers.9

Evaluation To measure the diversity of retrieval, we evaluate models’ performance as the recall

of answers. Similar to traditional passage-level retrieval models [70], the recall is measured as the

percentage of correct answers that are mentioned in the retrieved passages.

Results Experimental results are presented in Table 9.3. Numbers in the first block (passage-based

retrieval) show the performance of baseline models, BM25, DPR [70] and GTR [112], in directly

retrieving passages from Wikipedia. DPR is another popular dense retrieval method with separate

query and candidate encoders, and trained with hard negatives. We re-run the DPR open-sourced

8JPR is an auto-regressive reranking model aiming for increasing the diversity of retrieved passages.
9We consider questions have multiple answers if at least one of the annotators find multiple answers.
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AmbigQA WebQSP
k 5 10 5 10

passage - based retrieval
Wikipedia + BM25 35.5 44.4 23.4 32.0
Wikipedia + DPR 50.7 57.7 36.2 43.0
Wikipedia + GTR 55.0 61.9 38.8 46.3

question - based retrieval
PAQ + BM25 (max) 36.9 43.6 26.7 32.7
PAQ + GTR (max) 43.7 51.3 33.2 39.6
SIXPAQ + BM25 (max) 35.5 45.8 24.8 34.4
SIXPAQ + GTR (max) 53.6 60.4 45.3 51.8
SIXPAQ + BM25 (count) 36.4 47.0 25.7 35.8
SIXPAQ + GTR (count) 55.9 63.4 46.7 53.0

Table 9.3: Recall@k of retrieving diverse answers for multi-answer questions in AmbigQA and We-
bQuestionsSP. Experiments with “max” (Eq. 9.1) and “count” (Eq. 9.2) use different methods to
map top-retrieved questions to passages. We use GTR-large in the baselines and our method.

code and evaluate the retrieved results. We also run GTR-large for passage retrieval on both datasets.

For question-based retrieval, we apply the proposed method on both PAQ [83] and our SIXPAQ

dataset. Again, we use GTR-large in our method. Experiments with (max) refer to the method

of directly mapping top-retrieved questions to passages where they are generated (Eq. 9.1), while

ones with (count) refer to returning passages where most top-retrieved questions are generated (Eq.

9.2). Compared to passage-based retrieval methods, indirect retrieval with SIXPAQ yields better

performance than using BM25 or GTR. In particular, the recall@10 with BM25 improves from 44.4

to 45.8 on AmbigQA and from 32.0 to 34.4 on WebQuestionsSP. The performance with GTR is

also better with SIXPAQ. On AmbigQA, the recall@10 improves 61.9 to 63.4. More improvement

comes on WebQuestionsSP with an increase from 46.3 to 53.0. We conjecture that the improvement

with GTR is less significant on AmbigQA because GTR is pretrained on NQ, which is a superset of

AmbigQA.

9.4.2 Ambiguous QA with Long Outputs

Dataset The ASQA dataset contains 4353 train and 948 dev examples. Each example contains

an ambiguous question, a list of disambiguated questions and answers (short text spans), and a

long-form answer which discusses the difference between short answers. Due to the high variance of

long-form answers, each example in ASQA was annotated by two human annotators and the better

score among the two annotations is recorded. The average length of answers is 65.0 white-space split

tokens. Each question has an average of 3.4 different short answers.

Evaluation In ASQA, predicted outputs are evaluated from a few different perspectives. First, as

a long output prediction task, it evaluates the similarity of predicted outputs with reference outputs

with ROUGE-L scores. Second, it measures the recall of answers in the predicted outputs (named
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LEN (words) ROUGE-L STR-EM DISAMBIG-F1 DR

DPR @ 1† 99.9 31.1 30.1 16.7 22.8

JPR @ 1† 196.8 27.9 45.0 25.8 26.9

T5 (1 passage)† 63.0 40.3 33.6 21.2 29.2

T5 (3 passages)† 71.1 42.7 39.9 25.1 32.7

T5 (5 passages)† 71.6 43.0 41.0 26.4 33.7
T5 (5 passages) * 68.1 43.0 40.1 26.4 33.7
T5 (7 passages) * 69.3 43.0 39.5 25.5 33.1
T5 (10 passages) * 68.9 43.0 39.2 25.9 33.2

ours
T5 (1 passage + 10 questions) 58.3 41.6 39.4 26.5 33.2
T5 (2 passages + 10 questions) 62.0 42.9 41.8 28.0 34.6
T5 (3 passages + 10 questions) 63.3 42.9 41.5 28.2 34.8
T5 (5 passages + 10 questions) 63.5 43.8 42.4 28.9 35.6

T5 (oracle) 82.6 46.6 88.7 59.2 52.5
Human 64.8 49.4 98.4 77.4 61.8

Table 9.4: Performance of long-form answer generation with retrieved answers and passages. All
models are finetuned on T5-large. † Numbers copied from the baseline [141]. * Numbers obtained
by re-implementing the baseline models.

STR-EM)–all possible answers must be mentioned in the predicted output in order to receive full

STR-EM scores. Third, it introduces a learned metric DISAMBIG-F1, with the goal of measuring

whether the disambiguating information about answers in the outputs is accurate. To compute

DISAMBIG-F1, the ASQA dataset uses a learned a QA model to find the answers of a sequence of

disambiguated questions (provided by annotators) from the generate output. The output will receive

a full DISAMBIG-F1 score if all predicted answers from the QA model match the oracle answers of

the disambiguated questions. Finally, they compute an overall score, DR, as the geometric mean of

ROUGE-L and DISAMBIG-F1. In addition, LEN (words) measures the average length of outputs

in terms of words. Shorter outputs with higher DR scores are preferred.

Results We evaluate the finetuned T5-large model on the quality of predicted long-form answers.

To show the effectiveness of the retrieved questions and answers from SIXPAQ, we compare to the

outputs generated from retrieved passages only.

Results are presented in Table 9.4. The first group of results (DPR@1 and JPR@1) means we

directly return the top 1 passage retrieved by DPR and JPR. The second group of results, e.g. T5

(5 passages), shows the performance of directly generating outputs with the top 5 retrieved passages

with T5-large. Both groups of numbers are copied from the original paper by [141].

To check whether higher recall from more retrieved passages leads to better outputs, we re-

implement the baseline model to run it on more retrieved passages. The results with 5 passages

from our implementation matches the numbers reported in the original paper [141]. However, as

shown in Table 9.4, as the number of passages increases, both STR-EM and DISAMBIG-F1 drops



CHAPTER 9. DISAMBIGUATING OPEN DOMAIN QUESTIONS 110

(40.1 to 39.2, 26.4 to 25.9).

In the third group of experiments, we retrieve questions from SIXPAQ and add top 10 an-

swers with their conditions to the input. Without changing the model, the performance of long-

answer generation with information retrieved from SIXPAQ increases by 0.8 in ROUGE-L and 2.5

in DISAMBIG-F1. In addition, the output length of the model with information from SIXPAQ is

also ∼10% shorter than the baseline but covers more answers in its outputs.

9.4.3 Ablations

Recall of Answers In the first ablation experiment, we justify the claim that retrieving questions

from SIXPAQ can improve the diversity of answers. We report the recall of answers with and without

questions retrieved from SIXPAQ in terms of numbers of tokens (see Figure 9.1). With 10 questions

from SIXPAQ added to 5 passages, the recall of answers improve from 65.5 to 71.1, which leads

to around 2 additional points in the final DR metric. From another perspective, with as few as 10

questions and 2 passages, the recall becomes comparable to 5 passages (66.1 vs. 66.5). Furthermore,

the total length of 10 answers plus 2 passages is 43% less than 5 passages (574.5 vs. 1008.8), since

information from the revised questions are more concise. This eventually leads to 1 point of increase

in the final DR metric (34.6 vs. 33.7) as shown in Table 9.4.

Accuracy vs. Input Length. We additionally compare the performance of models in DISAMBIG-

F1 under different numbers of tokens. Results are shown in Figure 9.1 (right). With SIXPAQ

questions, models get better DISAMBIG-F1 performance with shorter inputs. The DISAMBIG-F1

with 10 questions and 3 passages (775.6 tokens) is 28.2, better than the DISAMBIG-F1 of 27.2 with

5 questions and 4 passages (899.9 tokens) and DISAMBIG-F1 of 26.4 with 0 question and 5 passages

(1008.8 tokens).

Revised vs. Unrevised Questions. We further ablate our model to investigate the importance of

question revision step proposed in §9.3.2. The results are shown in Table 9.1 (right). The model’s

performance with 10 revised question is consistently better than with unrevised questions.

Question Disambiguation In the next ablation experiment, we experiment with a more straight-

forward task to investigate whether the additional information retrieved from SIXPAQ help disam-

biguating questions. Here, we study a question revision sub-task, using auxiliary data provided in

ASQA.10 In this sub-task, the model should revise an ambiguous question using information pro-

vided a passage such that it can differentiate the provided answer with others. The task is similar

to revising questions when constructing SIXPAQ (§9.3.2), except that the additional information

added to the revised question should be contrastive, i.e. it should differentiate its answer with others

possible answers to the ambiguous questions. For example, to differentiate the answer “the Michigan

Stadium” and “Crisler Center”, one should provide the additional information “basketball team” vs.

“football team”, but not “built in 1927” vs. “basketball team”.

10This information is also available in the question revision sub-task in AmbigQA [104].
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Figure 9.1: Left: Recall of answers from the retrieved results with varying number of passages.
Right: DISAMBIG-F1 of predicted long answers with varying number passages. Both figures show
that inputs with more questions yield better outputs under certain number of tokens, in both answer
recall and DISAMBIG-F1.

A naive model simply takes an ambiguous question, an answer, and the provided passage as

input to predict the revised question. We instead retrieve similar questions, along with their answers

and conditions from SIXPAQ, and augment the provided passage with the retrieved information,

similar to §9.3.2. The additional information should provide background knowledge for models to

determine how to revise the question. Again, we finetune a T5 model for this question revision task.

The model’s output is measured by a metric, “EDIT-F1”, proposed by [104], to only evaluate the

edits made in the revised questions.11

The results are shown in Table 9.5. In addition to the naive baseline of only taking the provided

passage as input (passage-only), we experiment with a few other options that can potentially improve

the coverage of information for the question revision task. First, we retrieve the top 1 passage from

Wikipedia (top-1 Wikipedia). Second, we expand the provided passage with preceding and following

tokens to double the length of inputs (adjacent context). Third, we deliberately add a passage which

contains different answers of the same question (contrasting passage).12 Results in Table 9.5 shows

that adding questions retrieved from SIXPAQ is the most effective method in revising questions,

and therefore justify our claim that questions from SIXPAQ are concise and can provide sufficient

background information for models to differentiate answers.

9.5 Related Work

In previous work, [83] constructed a database of 67M probably asked questions (PAQ) from Wikipedia

and proposed to answer open-domain questions by retrieving similar questions from PAQ. Later work

11Please refer to [104] for more information on “EDIT-F1”.
12Also available as auxiliary information in ASQA.
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EDIT-F1

oracle passage 22.4
+ adjacent context 22.6
+ top-1 Wikipedia 21.6
+ contrasting passage 23.0

+ top-5 SIXPAQ questions 24.8
+ top-10 SIXPAQ questions 25.6

Table 9.5: Results on the question revision task of AmbigQA. We compare different approaches to
increase the coverage of information in the inputs.

[20, 173] proposed alternative approaches to using databases of QA pairs in QA systems, proposing

pre-training methods that are more statistically-efficient [20] or more computationally efficient [173],

and developing multi-hop QA models [20] that retrieve multiple times from a QA memory. However,

prior QA-memory based models [83, 20, 173] focused on the traditional QA setting of unambiguous

questions with unique answers. This leads to many differences in emphasis: for example, the PAQ

dataset purposely removes generated questions with multiple answers.

Another efficient way to store world knowledge is to build knowledge bases (KB) or knowledge

graphs (KG), such as Freebase and Wikidata, where information is stored with entities and relations

as triples, e.g. (“Charles Darwin”, “author of”, “On the Origin of Species”). Knowledge bases

have been commonly used in many knowledge intensive tasks due to its structured nature [149, 102].

Knowledge bases, however, lack the expressiveness in representing complex relationships that involve

multiple pieces of information, and often do not contain information in a format that naturally

reflects users’ questions.

To resolve this problem, [46, 151] proposed to construct virtual knowledge bases that are not

restricted to pre-defined vocabularies of entities and relations. [46] proposed to store entity-centric in-

formation as vectors and build a large database of vectors by iterating through passages in Wikipedia.

[151] encoded pair-wise relationship between entities as vectors. Both methods support a similar

reasoning process as regular knowledge bases. Others have argued for use of entity-linked QA pairs

as a formalism for storing knowledge, as a representation that is more aligned with users’ information

needs, but still are closely related to traditional AI representations like KBs and KGs [19].

Recent interest in QA for ambiguous questions poses new challenges for retrieving and represent-

ing knowledge. In such datasets, models are required to not only find one of the correct answers,

but also comply with additional requirements associated with the need to choose between multiple

answers. For example, Temp-LAMA [43] requires models to answer time-sensitive questions under

given time constraints; [183] contains questions with geographic and temporal constraints; Condi-

tionalQA [145] contains constraints based on user scenarios; and ROMQA [185] requires QA subject

to different combinations of constraints.

This work builds especially on the AmbigQA dataset [104], which contains NQ questions that
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have multiple interpretations, and the ASQA dataset [141]. The ASQA dataset contains ambiguous

questions with long-form answers, where ther answers explain in text what the alternative interpre-

tations of the original question are, and what the answer is for each interpretation.

9.6 Discussion

In this chapter, we discussed a novel method of disambiguating questions in the open domain, i.e.

answers and conditions must be retrieved from a text corpus. We tackle two challenges encountered

by existing QA models in answering ambiguous questions.

• Previous methods which first retrieve passages from text corpora then extract answers lack

diversity in the retrieved information. In this work, we proposed to instead retrieve from

a database of probably asked questions, SIXPAQ, constructed from Wikipedia. SIXPAQ

contains 127 million questions which covers more than 80% of questions in three benchmark

QA datasets. Experiments show that retrieving from SIXPAQ is easier than from Wikipedia,

leading to higher answer coverage and diversity.

• We additionally propose a novel question revision task to create a list of conditions for the

ambiguous question from similar questions retrieved from SIXPAQ and passages associated

with the retrieved questions. The list of conditions can be directly returned as conditions

for answers of the ambiguous questions, or can be combined with passages to predict novel

conditions.

Our proposed method significantly improves the performance of baseline models in answer recall

and in question disambiguation. However, the performance of our model is still limited, i.e. more

than 20 points lower than human performance under several metrics. We argue disambiguating

questions and answering ambiguous questions with conditions are still challenging tasks.

Recent Large Language Models (LLMs), e.g. LaMDA and GPT-4, also face similar challenges in

answering ambiguous questions. They often predict the best known answers rather than all possible

answers under different interpretations of the questions. For example, the output from one of the

famous LLMs to the example question above, “The home stadium of the Michigan Wolverines is

Michigan Stadium, also known as ‘The Big House’. It is located in Ann Arbor, Michigan”, assumes

the sport is football – one of the most famous sports that the Michigan Wolverines play. Training

LLMs to predict diverse answers while keep faithful to existing knowledge is a challenging but

interesting research problem.
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Conclusions

In this thesis, we studied reasoning tasks commonly seen in Question Answering, a challenging

task in NLP research. We proposed state-of-the-art methods to model the reasoning procedures

in Question Answering. In particular, we started by discussing two query language methods, NQL

and EmQL. Both methods worked on symbolic knowledge bases and can accurately perform several

reasoning tasks, such as relation following, intersection, union, negation, etc. However, NQL and

EmQL were restricted by the coverage of information in symbolic knowledge bases. To resolve

this problem, we proposed OPQL which operated on virtual knowledge bases (VKBs) constructed

from text corpora. Next, we showed that the proposed query languages can be easily injected to

language models (LMs), e.g. FILM and OPQL-LM, improving LM’s awareness of factual knowledge

as well as enabling modifying learned knowledge at inference time. So far, the reasoning tasks we

studied fall into the category of deductive reasoning where complete information of questions is

provided to obtain deterministic answers. In the last two chapters, we instead studied abductive

reasoning where questions are incomplete and answers only apply under certain conditions. We

worked on two settings in abductive reasoning: (1) candidate conditions are provided in the context,

and (2) conditions need to be retrieved, e.g. from text corpora. We proposed a challenging dataset,

ConditionalQA, and two state-of-the-art methods, T-Reasoner and SIXPAQ, to show challenges and

advances in abductive reasoning.

10.1 Summary of Contributions

In this thesis, we studied the reasoning tasks from a few perspectives:

• What types of reasoning? We focused on a few types of reasoning tasks commonly seen

in Question Answering, including relation following, intersection, union, negation, etc. We

proposed a collection of methods, such as NQL, EmQL, and OPQL. In the later parts of the

114
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thesis, we extended our research to abductive reasoning, and proposed the ConditionalQA

dataset and T-Reasoner and SIXPAQ-based methods.

• Which knowledge source? We worked on three popular sources: text corpora, knowledge bases,

and databases of probably asked questions. Knowledge bases contains symbolic data and are

thus easy to use for reasoning tasks. Methods, such as NQL and EmQL, were proposed over

symbolic KBs. However, KBs are always incomplete, bringing limits to questions that can be

answered. Text corpora, on the other hand, covers enormous information about the world.

Popular text corpora are news articles, books, Wikis, etc. However, textual data is hard

to interpret due to its diversity in syntactics and semantics. Therefore, we proposed virtual

KB methods, such as OPQL, and text plus KB methods, such as FILM and OPQL-LM to

accurately use text to answer questions. Finally, we proposed SIXPAQ, a database of 127M

probably asked questions generated from Wikipedia. SIXPAQ is considered another rich source

of knowledge represented as question and answer pairs (QA pairs).

• Deductive or abductive? Many previous QA tasks focused deductive reasoning, i.e. questions

are well defined such that unique answers exist. We showed models like NQL can accurately

model such reasoning tasks. Then, we focused on another type of reasoning, abductive rea-

soning, where questions must be answered with conditions. We proposed T-Reasoner for the

abductive reasoning tasks. For abductive reasoning tasks in open-domain, we propose methods

consuming a database of questions, SIXPAQ, to obtain conditions for question disambiguation.

10.2 Future Work

This thesis has studied several important aspects of reasoning for answering complex questions.

While we have made much progress, we realize more effort is needed. We highlight a few limitations

to address in future research.

Other Types of Reasoning in Question Answering

A few other challenging reasoning tasks have not been covered in this thesis. We will leave them as

open questions for future research.

• Comparative Reasoning. In comparative reasoning, models have to compare two or more

entities from specified perspectives. For example, “Does monkeys have longer lifespan than

butterflies?”. It is challenging because it not only need to find the values of the requested

attributes, for example, the lifespan of monkeys and butterflies, but also compare the values,

e.g. “10-30 years” vs. “15-29 days”. The comparison involves many other challenges, such as

understanding ranges beyond single values and interpreting units.
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• Superlative Reasoning. Similar to comparative reasoning, superlative reasoning also require

models to compare values to find extrema, for example, “what monkeys have the longest

lifespan?” It is more challenging than comparative reasoning, however, because the comparison

needs to be performed over multiple values, usually more than two. Furthermore, models need

to find an exclusive list of candidates for comparison, e.g. all species of monkeys, before

performing the comparison.

• Numerical Reasoning. As discussed above, numerical reasoning is already a crucial component

in comparative and superlative reasoning. It is also important in broader tasks when calcu-

lations are needed, for example, “time of exercise to burn 2000 calories” with knowing the

amount of calories burn in 1 hour.

Question Answering in Other Settings

In this thesis, we mainly focused on answering questions about factual knowledge in an open-domain

setting. However, questions can be asked in different circumstances. We did not cover those cases

in this thesis, but we would like to point them out for future research.

• Conversational Question Answering. People ask and answer questions during conversations.

Answering questions in conversations is different because they have rich contextual information

in conversation histories. Models have to capture such information when making predictions.

Sometimes, the dependency can be long. Conversations are also difficult because of interrup-

tions, correferences, pragmatic reasoning in spoken languages, etc.

• Personalized Question Answering. Some questions from users require personalized answers.

It requires deep understanding of the users’ interests and needs from a large amount of data

about the users, such as their past questions, search histories, social media activities, etc.

Furthermore, users’ interests and needs change over time and the system needs to rapidly

adapt to these changes.

• Domain-specific Question Answering. Many questions are raised in profession domains, such

as medical and financial domains. Domain-specific questions are challenging because of the

technical languages used in questions and context can be hard to understand. Furthermore,

training data for domain-specific questions are limited, making it a more challenging task than

answering factual questions. So far, limited research has been conducted in domain-specific

questions. It is not clear whether models which work well for factual questions also apply to

specialized domains.
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Reasoning beyond Question Answering

Methods proposed in this thesis mainly focus on Question Answering. Other NLP tasks also require

reasoning abilities to perform them well. For example, in fact checking, models need to verify

if claims can be derived from existing facts. Some claims need to be supported by several facts

combined. Therefore, models need to reason over multiple facts to determine their correctness. For

another example, in commonsense reasoning, models should learn the relationship between objects

using commonsense knowledge that all humans are expected to know. Commonsense reasoning is

challenging because some commonsense knowledge is hard to be expressed with entities and relations,

and some commonsense knowledge is rarely expressed in text, e.g. “lawn is wet in rainy days”.

Reasoning steps associated with these tasks are different, but still challenging. We expect more

research in the future to develop more accurate and generalized models to perform more different

reasoning tasks and to improve the performance of NLP as a whole.

Reasoning in Large Language Models

Large language models (LLMs) such as LaMDA and GPT-4 have been recently developed and have

showed outstanding ability in generating text that is coherent and contextually appropriate. LLMs

are based on statistical modeling. They are trained on vast amounts of text from a variety of sources

to learn patterns and relationships between words, phrases, and concepts. Therefore, LLMs are good

at tasks that requires contextual understanding, such as summarization and reading comprehension.

However, since LLMs are based on statistical modeling, it is challenging for LLMs to follow rules

and explicit representations of knowledge to perform precise reasoning steps. In contrast, symbolic

methods can be used to precisely perform logical reasoning, for example in symbolic question an-

swering to derive answers, but lack the ability in resolving ambiguity or understanding contextual

information.

One can combine symbolic reasoning methods with LLMs to build more powerful machine learn-

ing models. In this thesis, we presented a few methods to perform symbolic reasoning in an embed-

ding space and to incorporate symbolic reasoning into language models to answer factual questions.

Better methods can be proposed in the future to create reasoning systems that are more accurate,

robust, and adaptable to a wide range of tasks in the real world.
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